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Inside hospitals, the task of transporting goods such as 

pharmaceuticals, surgical equipment, food, beds, etc., 

from one location to another is crucial and time-con-

suming. It influences all the activities transpiring within 

the hospital and in many places, it is done manually by 

the hospital staff, which is wastage of human resources 

for such a repetitive task and has prospect for improve-

ment. Thus, the report focuses on the ways of increasing 

the efficiency of medical logistics inside hospitals by 

automating the process. We developed a proof of con-

cept for an automated guided vehicle based on line fol-

lowing which uses a network of black lines and RFID 

tags to go from one place to another. It can accept des-

tination input, detect obstacles, utilize inductive charg-

ing and has an anti-theft system. Furthermore, it is ca-

pable of finding the shortest path to a destination and a 

monitoring system is also implemented for tracking its 

movement. A series of tests were conducted for the as-

sessment of the robot and from them we could say that 

the vehicle is efficient in taking input from the user, ob-

stacle detection and safety system but there is still need 

for improvement in scanning of RFID tags, which af-

fected the process of shortest way detection and the in-

frared sensors used were sometimes unreliable. Even af-

ter considering the drawbacks, our proof of concept ro-

bot was able to traverse between two points many times.  

Abstract: 
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of “we” refers to the five co-authors listed below. 

The completion of this project would not have been possible without the contribution of our su-
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university and we considered appropriate to specify that in the report each time that was the case.    

Aalborg University, May 29, 2018 

 



 

 

Page 2 of 74 

 

1. Introduction 

Hospitals around the globe are challenged by the increased share of elderly citizens and chronically 

ill patients alongside expensive treatment costs. To satisfy this increasing demand for healthcare, 

there is a need to increase the efficiency and productivity of hospitals for increasing the patient 

intake rate without raising the costs for treatment dramatically [1]. One of the elements of hospitals 

that exhibit great prospect for improvement is medical logistics. It is the logistics of pharmaceuti-

cals, medical supplies, food, equipment and other services that are required by the doctor or other 

staff for performing their tasks. 

Today, healthcare sectors around the globe are working on improving the logistics in hospitals by 

automating the process. Denmark has already come far in the matter of optimizing logistics in 

hospitals through utilization of just-in-time solution which has led to a 30% increase in hospital 

productivity since 2003. Furthermore, many hospitals in Denmark are in the course of employing 

technologies like pneumatic tubes for transporting blood samples, service logistics solutions and 

other automation and IT technologies [1]. The automation of these basic and repetitive tasks can 

make the whole process of medical logistics within hospitals more effective and productive. It can 

streamline the traffic flow of material inside hospitals, control costs, reduce workload and the hu-

man resources involved within the sector can be transferred to other departments or patient related 

tasks. 

Therefore, the scope of this project focuses on developing methods and models for improving the 

goods delivery system inside hospitals 

1.1. Initiating Problem 

According to Healthcare Denmark, the country is actively improving the hospital logistics using 

dedicated apparatus [1]. Nonetheless, we are wondering what enhancement we can bring to the 

current system and we aim to find out how electronics can be utilized to develop a piece of ma-

chinery that could transport items inside a hospital. The goal is to reach a solution whose function-

ality does not imply the alteration of the edifice. Therefore, the following question initializes the 

problem: 

How can we develop a reliable device for optimizing transport within a Danish medical institution 

without changing the structure of the building? 
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2. Problem Analysis 

2.1. Six W’s Diagram 

What is the problem? 

The project group attempts to create a device for delivering any kind of necessary goods (food, 

samples, medicine etc.) in order to improve and simplify hospital employees’ workflow and opti-

mize the delivery system inside hospitals. To achieve that, the device is expected to work auto-

matically, in other words, without human assistance. 

Who is affected by the problem? 

Logically, the most affected people are the hospital employees whose duties will be performed by 

the device, i.e., workers whose job directly relates to logistics within the hospital.  

Where does the problem occur? 

The problem occurs in any Danish medical institution where the task of transporting goods is still 

carried out using human efforts. 

 

Fig. 1: 6 W’s Diagram 
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When does the problem occur? 

The problem occurs anytime repetitive transportation tasks are necessary and human resources are 

employed for that purpose. Even though some parts of logistics such as delivery of food and med-

icine have their own certain schedule, delivery of other goods may be needed unpredictably. 

How does the problem occur? 

Certain hospital employees should take some requested goods (food, documents, samples, medi-

cine etc.) from one location and transport them to another. Furthermore, non-automated logistic 

systems are time-consuming, and they require human effort in order to move large quantity of 

materials. 

Table 1 shows frequently transported goods inside Bispebjerg Hospital, as well as the number of 

employees involved in their delivery along with the number of hours spent on it [2]. As shown, 

there is a total time of almost 600 hours every week consumed for repetitive transportation tasks. 

Therefore, an important amount of resources can be saved by implementing an automated solution. 

Table 1: Information on Medical Logistics in Bispebjerg Hospital 

Transported Items Employees Involved Time taken (Hours/Week) 

Medicine 2 50,4 

Mail 4 107,1 

Food 5 98 

Clothes 4 130 

Waste 4 195,8 

Why does the problem occur? 

In developed countries like Denmark the elderly citizen population is increasing. That calls for an 

improvement in the workflow efficiency. Medical logistics inside hospitals is a field where there 

is clear room for optimization. Nowadays transportation automation is popular and is being imple-

mented in a variety of places, including hospitals. 
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2.2. Stakeholder Analysis 

Interested Parties 

The most affected part of the society, as already mentioned above, are the hospital employees 

whose work is related to the delivery of items within the institution. Since the automatic delivery 

device would perform part of the job, the hospital would benefit from more human resources that 

could be directed towards different tasks rather than good delivery. These people could focus on 

more sensible areas that require higher competences, making the overall service better for the pa-

tients. 

The workload of nurses is not significantly affected by the introduction of automation in the trans-

portation sector. Nonetheless, their interaction with the technology would be necessary, so they 

are also interested parties. Although doctors are part of the hospital’s working force, logistic sys-

tems inside the hospital do not affect them as they are not directly responsible for supplying goods 

to the different rooms. 

The group considers patients as an interested party as well. They will not notice radical changes in 

the logistics because the main idea is the same: delivering goods to rooms, including wards. How-

ever, the automation of the delivery system may affect their opinion about the quality of the ser-

vice. The reduction of the staff’s tasks might result in a better attention and therefore improve the 

patient’s experience. 

Actors 

In this section of stakeholders, the group describes the parties that have the power to affect the 

technology or may be affected by it. The main actors are our supervisors, Akbar Hussain and 

Torben Rosenørn. The group members have to discuss their project with their supervisors fre-

quently as they are working on it in order to receive their supervisors’ opinions. The supervisors 

may come up with several advices as well as alterations for the project. The group members have 

the right to change their project in the direction that their supervisor pointed or they may choose 

to continue with their initial plans. However, the group members are encouraged to listen to their 

supervisors. 

Aalborg University also has the power to affect the project, therefore it is considered as a separate 

actor. All the materials the group is using are provided by the university. Materials that were not 

available in the facilities of the university were bought using the funding the university approved 

for the group. This fact also means that, if the university does not approve the group’s funding 

application for any reason, the group is highly affected by this decision and they may need to 

consider other components. 
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Managers of Danish medical institutions can be considered actors as well, since they are in charge 

of the financial resources of the hospital and may choose to pay for the developed technology. The 

technology highly depends on their decisions of whether to implement the device in their hospitals 

or not. 

Another type of actors are the developers. The developers of the technology are five students, 

members of the project group ED17-B306a, who are currently on the second semester of the Elec-

tronics and Computer Engineering Bachelor’s program at Aalborg University and working on the 

P2 project in order to solve the aforementioned initiating problem. 

Table 2 lists all the aforementioned stakeholders. 

Table 2: Stakeholder Table 

Stakeholder Type Role 

Transportation Personnel Interested Parties End Users 

Nurses Interested Parties End Users 

Patients Interested Parties Beneficiaries 

Supervisors Actors Supervisors 

University Actors Material Suppliers 

Hospital Managers Actors Clients 

ED17-B306a Actors Developers 

2.3. Already-Existing Solutions 

For more than a decade, Denmark is investing decisively in a new and modernized hospital infra-

structure in order to provide better services and to maintain a sustainable healthcare system for the 

future. Just-in-time solutions are the key for fast treatment, giving personnel more time to focus 

on their primary task by removing the need for searching for equipment, colleagues or waiting for 

lab results. Below are demonstrated some already-existing hospital logistic solutions in Denmark 

for different hospital service areas. The reference for the information given in this chapter is taken 

from a white paper by Healthcare Denmark [1], unless another reference is given. 

Patient Movements 

Movement of patients between wards and treatment/operation rooms are handled through a service 

logistics solution (SLS) at Aalborg University Hospital (AUH). The entire staff uses the SLS at 

AUH on a daily basis to organize and register patient movements. SLS makes it possible for service 

personnel to have simple and mobile access to task lists, which assures rapid and well-timed patient 

movements and equipment throughout the hospital. In addition, the person who demanded the 
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patient’s movement can pursue the status of the order and arrange the next steps since they know 

the exact time the patient will be there. SLS is also aware of whereabouts of all service personnel 

in the hospital with the use of real-time location tracking. Furthermore, it gathers significant infor-

mation regarding tasks and activities. The data may be used to further optimize resource allocation 

and shifts. The establishment of SLS in AUH has resulted in almost 20% efficiency increase. Upon 

positive benefits of the service, AUH plans to broaden the use of it in areas where real-time loca-

tion tracking and optimized coordination can speed up the process as well as efficiency. For ex-

ample, the same technology can be potentially used to show the status of all equipment in the 

hospital. Thus, delays due to missing equipment or unready beds can be avoided, resulting in en-

ergy savings and resources for the hospital. 

Blood Sample Delivery 

In 2014, Hospital of Southern Jutland was founded by merging three small hospitals. As a conse-

quence of high number of new patients in the hospital, faster turn-around-times (TAT) on blood 

sample results was needed. TAT (Turnaround Time) describes the rapidness of sample analysis in 

the laboratories. ToTAT (Total TAT) is a measure of the whole blood sample cycle, starting with 

the request of a blood sample till results are available. Nowadays, many hospitals employ the TAT 

approach and this process can take up to 6 hours. The ultimate purpose at Hospital of Southern 

Jutland was to lower the response time to maximum one hour. The problem was solved by imple-

menting an automatic system that transports blood samples from various departments to the labor-

atory. The pneumatics based Tempus600 transport system is now delivering blood samples to the 

laboratory fully automated, IT-supported and monitored to assure that they stick with a maximum 

response time of one hour as decided before. This process also guarantees that samples are treated 

evenly, eliminating manual handling. Previously, the staff walked from point A to B with the sam-

ples, and the process was characterized by manual handling. The dedicated transport system has 

resulted in a reduced amount of manual repetitive tasks and staff can stay on the department floors 

taking care of the patients instead, says Susan Boye Nørregaard, Head of the Biochemistry and 

Immunological Department in Aabenraa. 

Chemotherapy Distribution 

Two years ago, a new way of delivering chemo therapies at the Hospital of Southern Jutland in 

Sønderborg was needed upon the relocation of hospital’s Oncology Department away from labor-

atory. Before the relocation, delivery times for chemotherapies took around 15 seconds since the 

Oncology Department was situated right above the laboratory, being in direct connection. How-

ever, with the new location of the Oncology Department, this time was extended up to 10 minutes, 

resulting in increased transport needs. In order to overcome this problem, hospital decided to use 

a MiR100 based Automated Guided Vehicle (AGV) for transportation which would also be able 

to navigate securely throughout the complex hospital environment. In simple terms, an AVG is an 
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unmanned mobile robot that benefits from some sort of markers on the ground for self-driving and 

at the same time utilizes a navigation method to find its way. Therefore, it contains many different 

types of sensors on it [3]. 

Medicine and Food Delivery in Spain 

In Spain, robots are used daily for a large variety of applications. In the Oviedo University Hospital 

(in Oviedo, a small city in northern Spain) a fleet of 12 isotherm robots deliver food and some 

medicines to the patient-rooms’ doors, so the nurses can dispense them easily [4]. This is achieved 

by installing RFID tags under the floor that are read by the robot so it can reach certain destination 

successfully. The system is equipped with an independent network of lifts that can only be used 

by the robots so they do not block the ordinary flow of the building [5]. Although the system 

performs the desired task, the hospital staff has experienced some work accidents such as burns 

due to their height (1.90m) that makes easy to spill the content of the food trays placed on the 

upper part of the robot [6]. In Vigo, another Spanish city, they have developed an automatic med-

icine dispenser for the hospital’s pharmacy, that has proven to improve the medicine delivery times 

and the staff’s work conditions, as no worker has been fired due to its implementation [7]. 

Innovative Future Hospital Logistics for Denmark 

Based on our research on logistics in Danish hospitals, we have seen that there already exist some 

advanced technologies, as demonstrated above, that are currently being used to automate some 

logistic processes. Denmark is currently in the act of building new highly-advanced hospitals 

around the country, taking into account the future role of hospitals. It is clear that a well-working 

interior hospital logistics plays a significant role in terms of productivity and efficiency. Therefore, 

it can be stated that more just-in-time logistics technologies will be needed very soon. 

Below are demonstrated some ideas we considered as to how interior hospital logistics can be 

provided in Denmark. 

2.4. Possible Solutions 

In this section of the “Problem Analysis” we try to identify potential solutions to the “Initiating 

Problem” of the project. We can broadly classify these solutions by whether they entail any mod-

ifications in the hospital structure or not. 
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Pipe Network 

If, supposedly, some sort of network of pipes that would connect all the rooms inside a hospital 

existed, medicines and other relatively small items could be transferred through the pipes. For 

example, a person standing in the pharmacy or medicine storage room could take requests from 

medical personnel and introduce the needed medicine in a pipe, which could then convey it to the 

desired location. This resembles the pneumatic tube technology used by the Tempus600 Vita in 

blood sample transport. However, no evidence of the concept being applied in the transport of 

other items like medicine or food was found. Placing the medicine inside the pipe could be more 

efficiently done using robotic arms. There are clear disadvantages involved in using this system. 

Apart from the infrastructure the hospital would need to invest in, is hard to believe that something 

like food could ever be delivered through a pipe without unwanted consequences. Other bigger 

items, such as packages, would not be suitable as well unless very wide tubes with very high suc-

tion capabilities were utilized. 

Storage Rooms Inside Walls  

Another possibility would be to completely change the storage method by building, on each floor, 

big deposits equipped with conveyors that transport goods to multiple designated “checkpoints” - 

locked containers - located across a specific floor. Goods could be temporarily stored there, before 

an authorized person would pick them up. This system would imply construction of small deposits 

in the entire building and connecting all of them to the floor’s deposit. Moreover, it would require 

a fairly small distance between checkpoints, so that medical staff could save precious time when 

materials are needed. A far more challenging problem would be posed by the conveyor system 

itself, for which additional space should be allocated, possibly behind walls. A similar, still much 

more well-thought concept will most likely be implemented in The New Odense University Hos-

pital by 2025. There will be a very large centralized storage facility to serve the entire hospital. 

The temporary, drawer-like storage spaces will be integrated in the building’s walls and the goods 

will be transported “behind the scenes” using a very complex system of lifts, conveyor belts and 

pneumatic tubes [1]. 

Developing solutions such as those mentioned above is out of our reach and we did not devote too 

much time to research the functionality and implications of these technologies. The approach we 

would like to take in this project is obviously directed towards the field of electronics and prefer-

ably much less towards the civil engineering aspects. Let us now shift our attention to those solu-

tions that could, at least theoretically, be implemented without altering the physical structure of 

the medical facility. 
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Drones 

Drones are very popular nowadays and they have been already tested by restaurants and retailers 

in delivering food or other products [8]. While drone delivery certainly has a bright future ahead, 

one might wonder why drones are not utilized for medical purposes. It should come as no surprise 

to learn that in reality they were. There are concrete examples of drone flights carried out for 

medical-related transports. Most of the time, the vehicles transport rare drugs, vaccines or blood 

cells to remote rural areas [9]. In March, 2017, in Lugano, Switzerland, the first hospital-to-hospi-

tal sample exchange using drones in an urban area has been registered and it is very likely this will 

become an unexceptional event in the near future [10]. By extrapolation, this type of delivery may 

eventually be a commonplace not only outside, but inside medical facilities as well. Drones do not 

require the construction of any pathway and could be programmed to transport items from one 

room to another. On a closer look, the reasons become apparent. The environment will force the 

device to fly to a relatively small height compared to the floor, creating a risk of accidents, so one 

would have to live with the threat of getting hurt by spinning drone propellers or even falling 

drones. Another drawback is represented by the noise a drone causes while flying. A 2017 NASA 

study showed that people tend to find cars less annoying than drones, in terms of sound [11][12]. 

Moreover, long exposure to noise pollution is linked to sleep problems and heart disease [11]. 

Another downside would be that not all drones are capable of lifting heavy objects, so one would 

need to utilize either very big drones or many small ones. These aspects constitute impediments to 

the use drones as a solution to our problem.  

Automated Guided Vehicles 

Automated Guided Vehicles are currently used in healthcare systems, as described in the “Already-

Existing Solutions” section. They are a very efficient solution for material handling [13] and they 

are well suited for product transportation within hospitals (e.g.: medicine, food, samples). In fact, 

it was found that they bring a high efficiency in terms of transportation, because many items can 

be placed in a single cargo unit [2]. There are examples of such devices that can carry up to 500 

kg [14]. In the last twenty years the interest in AGVs for healthcare has grown significantly, but 

they are still not a commonplace in hospitals, since the existing technology is still under constant 

development. An advantage of these service robots is that the degree of alteration they cause to a 

facility can be regarded as being minimal [2]. One of the easiest to develop, most common and 

low-priced navigation technologies consists of following lines – pieces of colored tape – placed 

on the floor [3]. If designed properly in terms of size and power consumption, they do not block 

doors or corridors, waste too much electricity or cause obnoxious noise. They can be programmed 

to deliver items between deposits and wards once a request is sent by a member of the medical 

personnel. Alternatively, they can be set to operate on given routes, stopping at each checkpoint 

and wait for an authorized person to take the necessary goods and start the device again, allowing 

it to continue the route. They can be very well used or for moving heavy materials as well, even 
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during night time. There is clear evidence that these vehicles can adapt to the existing logistics in 

hospitals [2]. 

From the discussion of the possible solutions, we can infer that an AGV represents the best method 

of increasing the efficiency of transportation inside large health facilities. Therefore, the following 

sections of the “Problem Analysis” will focus solely on relevant aspects regarding these vehicles. 

2.5. Legislation 

Any product that is intended to be implemented in a professional environment should satisfy the 

requirements set by the concerned standard setting body. These standards are placed to ensure the 

proper functioning of the product and for the health and safety of people that come in contact with 

it. For the use of AGVs inside hospitals the following laws and regulation should be taken into 

account. 

Noise Level Inside Hospitals 

According to the guidelines by World health organization, the noise level inside hospitals should 

not exceed 35 dB in areas in which patients are treated and observed. Thereby the machines like 

AGVs that are used inside hospitals should maintain the sound level so that any noise produced 

by its functioning doesn’t affect the health of the patients [15]. 

Low Voltage Directive  

It is issued by the European commission and convers general safety regulations for electrical 

equipment. The directive applies to electrical equipment that are designed for use with a voltage 

rating between 50 and 1000 V for alternating current and between 75 to 1500 V for direct current. 

There are general guidelines stated in the directive that ensure the safe operation of a device such 

as proper display of information on the device about the assembly and manufacturer as well as 

testing and investigation (if necessary) of the electrical equipment, so that it doesn’t pose any 

danger to the user/s or to the surrounding environment. The AGV runs on an electric battery and 

uses the standard 230 V outlets for charging, accordingly it must adhere to the low voltage directive 

[16]. 

Machinery Directive 

It is issued by European commission to regulate machinery and parts of the machinery which are 

intended for either commercial or industrial use. It has objectives to ensure a high level of safety 

and protection for machinery users and exposed persons.  According to the definition specified by 

the machinery directive “an assembly, fitted with or intended to be fitted with a drive system other 
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than directly applied human or animal effort, consisting of linked parts or components, at least 

one of which moves, and which are joined together for a specific application” the AGV lies within 

the scope directive and must satisfy the standards and regulations [17]. 

2.6. Risk and Safety 

Our technology carries some risks with itself. Without a solution to them, we cannot provide the 

security of the vehicle, its content and most importantly, its surrounding to a satisfactory extent. 

Therefore, below we examined those risks and explained how we could solve them.  

Collision 

We cannot forget about the inconvenience of a small device moving autonomously around a hos-

pital. If the robot is not correctly programmed it can entail risks for both patients and staff, causing 

crashes and even people falling to the floor. Therefore, it is very crucial that the AGV is responsive 

to its surrounding in order to prevent unwanted collisions. It should stop as soon as it detects an 

object or a human being on its way within a predetermined range. The range of the sensors must 

be enough, so it prevents accidents well in advance. Also, a minimum distance to the room doors 

must be kept so nobody hits the robot with the door accidentally. There are several technologies 

we can use for this. GPS sensors might be used to detect fixed objects on the way. Imminent 

collisions can be avoided using image recognition. LIDAR is definitely an option to measure dis-

tance to any object in the environment. Ultrasonic sensors are also applicable. In addition, the robot 

should also be provided with very visible colors and lights so as nobody steps on it. In case the 

system stops working or breaks because of human action or by itself, some signal should be deliv-

ered for its immediate fixing or replacement, as having such a device in the middle of a hospital is 

far from convenient and the staff might think it is waiting for someone to take its content.  

Access Control 

Someone might be interested in what the AGV carries inside for any reason. To prevent unwanted 

access to the content or to any feature of the technology, we should have security control so that 

only authorized people will be able to interact with the AGV. This can be done by implementing 

technologies such as fingerprint detection, face recognition, RFID tag, pin code and so on.  

Theft 

Even though access control provides security of the content to some extent, we should also con-

sider theft of the vehicle since the robot would move by itself with no supervision. It is vital that 

it does not fall in the wrong hands, as it can contain certain substances like morphine that are 

dangerous for health and can cause a serious addiction. A reliable alarm system must be implied 
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so that when the robot is lifted or dragged away from its work area, the authorized people will be 

informed immediately. This signifies the necessity of a monitoring system. As it is clear, we cannot 

prevent the theft but we can provide fast response to it by informing necessary authorities imme-

diately. 

Lost Communication with the Monitoring System 

Monitoring the vehicle is very significant since it provides information about the vehicle all the 

time. In the case of lost communication, the robot should remain in its position and wait for help. 

Lost communication should be detected by the monitoring system and necessary people should be 

informed. 

Sensor Malfunction 

There is always a possibility that the hardware will malfunction. Since the AGV will be guided 

depending on sensor readings, even a small error might alter our robot’s behavior. Unfortunately, 

there is not much we can do apart from checking sensor readings periodically. However, the 

chances of it happening are quite slim. 

Battery 

Overheating of batteries for any reason may have dangerous consequences as it may lead to an 

explosion. When this is the case, it is crucial to monitor battery temperature as well. A temperature 

sensor, which send information back to charging station, should ensure that the temperature con-

ditions inside the robots are ideal for both battery lifespan and medicine storage. In order to charge 

the batteries, there should be a space in the hospital hosting charging stations where robots would 

go when battery reaches certain level of charge. The charging stations must be safe so if somebody 

touches them by accident, they do not get an electrical shock. Even after taking these precautions, 

it is important to mention that batteries are compact energy storages, and therefore susceptible to 

explosion or toxic gas emission, that may result in very undesired consequences in an environment 

such as a hospital. 

Motors 

How much power is given to the motors individually and its direction will be determined by sensor 

readings. We will not really have a control over it. However, we should make sure that the motors 

will not be exposed to any sudden power and direction changes since this can damage them. This 

can be ensured with a proper code flow. 
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Robot Getting Out of Path 

If the robot moves out of the line due to a malfunction, it must be stopped since it will not be able 

to navigate itself. An uncontrolled moving vehicle in a hospital may cause significant harm to 

environment and even to people considering its weight and dimensions. Sensor readings may be 

used to detect if the robot is out of line or not. In case of such event, it also important to inform 

authorized personnel immediately to get the robot working as soon as possible. Otherwise, signif-

icant delays may be experienced in the work areas of the robot, and, if such scenario is not consid-

ered before and not enough precautions are taken, the available personnel may not be able to com-

pensate the unavailability of the robot.   

Whereabouts of the Robot 

Not knowing where the robot is in the hospital when needed can be considered as a risk if fast 

human interaction is needed. Therefore, the monitoring system should also be fed with proper 

information about whereabouts of the robot. RFID tags may be used for this purpose as a secondary 

task. 

All the risks listed above may cause the robot to malfunction and put people’s health at risk. For 

this reason, it is crucial that we implement the aforementioned solutions. Having said that, we can 

conclude the robot should have: obstacle detection system, access control, theft protection and 

monitoring system (localization, battery temperature, theft). 

2.7. Problem Statement 

During the initial stage of the project, we analyzed in detail the aspect of logistics inside Danish 

hospitals and focused our attention on identifying solutions for increasing the efficiency of trans-

portation within the institutions. We discussed the methods currently used for handling this ad-

ministrative sector and we also suggested potential alternatives. After weighing the advantages 

and drawbacks of our findings, we decided to build an Automated Guided Vehicle that could con-

vey items from one location to another inside the hospital. The AGV itself would be a mobile 

platform, to which containers of different weights could be attached. The purpose of the robot is 

clear: to increase the efficiency of delivery inside hospitals. 

With all that being said, the problem that we are aiming to solve through our project can be for-

mulated in a more specific manner that actually includes the solution we decided to develop. This 

constitutes the “Problem Statement” of the project and takes the form of the following question: 

How can we build a microcontroller-based line follower Automated Guided Vehicle?      
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2.8. Project Specifications 

The “Problem Analysis” not only clarified many aspects related to the topic of the project, but it 

also provided a basis for extracting the guidelines needed for starting the practical part, i.e., the 

development of the AGV. A reliable robot that would represent the solution to the problem of 

increasing the efficiency of transportation inside hospitals should, according to the conducted anal-

ysis, possess the following features: 

• High material resistance: in a real scenario, the vehicle should be able to carry heavyweight 

materials, perhaps cargos reaching even 500 kg, so a highly resistant material should be 

used in the construction of the drive base. 

• Adequate dimensions: the dimensions should be high enough to properly distribute the 

pressure of the cargo; the vehicle should be a mobile drive base on which different con-

tainers could be attached rather than a moving container, with a fixed storage capacity.  

• Line-following: the AGV must follow the markers mounted on the floor; it needs a fixed 

path, not to impede the circulation of pedestrians on the hallways; the line should be 

thoughtfully placed as well to prevent that.  

• Ability to find the shortest way to the destination: it is reasonable to assert that there would 

be cases in which more possibilities to reach a certain destination would exist; to save 

energy and keep the efficiency as high as possible, the vehicle should be able to find the 

shortest way to the indicated location.   

• Moderate speed: the movement of the vehicle should not pose a threat to the health and 

safety of the people in the hospital, but at the same time it should be able to quickly deliver 

the items, for efficiency reasons.  

• Obstacle avoiding: the robot must be equipped with the adequate means of detecting ob-

stacles placed on its path or in its vicinity and take action accordingly to avoid any acci-

dents.  

• Position identification: the AGV must have the necessary hardware that would allow it to 

keep track of its position at any time and identify the destination. 

• Large battery autonomy and possibility of recharge: the vehicle may have to work across 

long distances, 24/7, so the battery autonomy is a crucial aspect; a charging facility should 

exist in the hospital and the vehicle should be equipped with the hardware that allows re-

charge. 

• Ability to monitor battery temperature: during operation, the temperature of the power 

source increases and excessive heat could damage the device and it may even lead to the 

explosion of the battery, thus the vehicle should be equipped with temperature sensors, for 

the safety of the patients and hospital employees. 

• Theft protection: in case of the vehicle being stolen, there should be some sort of alarm 

informing the hospital personnel of the event. 
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• User interface that only allows the interaction with hospital personnel: the hospital em-

ployees using the device should be able to interact with it to indicate the destination and 

the speed; at the same time, there should be a safety measure against the access of unau-

thorized people, who are not allowed to decide upon the activity of the robot.  

• Feedback system: it should be possible to receive data wirelessly from the vehicle, such as 

position, battery level and temperature or theft alert; a computer inside the hospital where 

this information is received should be always on and perhaps a designated person should 

supervise the activity. 

If an AGV had to be utilized inside a medical institution, the preceding list of specifications would 

apply. Nevertheless, because of the group’s lack of experience regarding the development of robots 

or any other type of electromechanical system, a prototype would not be possible to build in the 

time allocated for the project. As an alternative, the practical part would consist of a proof of 

concept, to demonstrate that the solution is feasible. The characteristics of the proof of concept 

would be different than the ones of a real product. The scale will not be 1:1 and a light material 

would be used for constructing the drive base, otherwise the vehicle would become too heavy and 

hard to handle. The speed the proof of concept will operate at will be low and the battery will not 

provide high autonomy. 

2.9. Project Delimitations 

Denmark 

For this project, we have decided to focus on the Danish healthcare system. The main reason be-

hind this decision is the heterogeneity of the legal frames and quality standards across Europe in 

this matter. It is difficult to adapt the system to every single legislation in the continent, as there is 

an obvious gap in quality of service between the wealthy countries and the modest ones. The pro-

ject, although useful, might not be viable for the latter, because the investment needed is consid-

erable and it is probably more necessary in other fields such as personnel training or basic infra-

structure improving. In Denmark, on the other hand, the investment in healthcare is very high in 

relation to the country’s size, and the medical infrastructure is so advanced at this point that small 

improvements in logistics like the one our system aims to provide are more appreciated.  

Lack of a Storage Box 

As we do not know the concrete characteristics of the goods we are delivering in every case, and 

the addition of a storage box makes more difficult to keep the stability of the robot, we decided 

not to include a storage box in our proof of concept. Having such a container in the robot would 

mean to have a climatization system running constantly and ensuring that temperature is always 

in the desired range. This would imply a much higher cost of the system, as isolating materials and 
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heat pumps come at a price, without mentioning the higher energy requirements that would inevi-

tably lead to a higher battery capacity, with all the environmental and safety risks that that entails. 

Even if including such a system is an interesting challenge from an engineering perspective, time 

and funding constrains made its developing too likely to be left unfinished. 

Incompatibility with Lifts 

Cost efficiency is an important part of our project. That implies avoiding additional infrastructure 

with a high price tag. For that reason, the robot we aim to design cannot rely on a lift system for 

themselves, and adapting the normal lifts is not an option either, as a communication protocol 

between lifts and robot would have to be developed. 

2.10. The General Idea 

In the next section, the components utilized for building the proof of concept of the AGV are 

discussed. Table 3 provides the list of components and their functions. 

Table 3: Components Used in the Project 

Component Role 

Arduino Mega Controlling the System 

Lead Battery Powering the System 

DC Motors (2) Movement 

IR sensors (5) Line Following 

RFID Reader Location Tracking 

Ultrasonic Sensors (3) Obstacle Detection 

LCD 
User Input 

Keypad 

Tilt Sensor 

Theft Protection Buzzer 

Ultrasonic Sensor 

Temperature Sensor Monitoring the Battery Temperature 

Inductive Charging Module Recharging the Battery Wirelessly 

The general idea for the movement of the AGV inside a building is described in the following 

points and is shown in Fig. 2. 

1) It is assumed that there are lines marked on the floor leading to every location the robot is 

supposed to go. 

2) The robot travels to locations based on the input of the user and tracks these lines for guid-

ance, thus it can only travel on top of the line.  
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3) Each location has an RFID tag assigned to it for unique identification and more tags are 

placed between two locations, along the marked line, for tracking the movement of the 

robot. 

4) While tracking the robot, its location is shown on a map illustrating the real structure of 

the building. 

5) Each RFID tag is a part of the process for deciding the direction of movement, especially 

at the intersections where there is more than one option available to proceed further. 

 

Having just mentioned the general idea for the movement of the robot, now we want to briefly 

explain how the interaction between the hospital personnel and the robot will be. Fig. 3 illus-

trates the workflow of the robot. 

Fig. 2: General Idea for the Proof of Concept 

Request a 
Delivery

AGV Arrives to 
the Location

Good is Picked

AGV is Sent 
Back

Fig. 3: Workflow for the AGV 
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The steps are explained below. 

1. The authorized personnel requests a delivery to a specific location using the mobile appli-

cation. They also indicate the good to be delivered. 

2. Depending on the requested good, the AGV either directly comes to the selected location 

or it first picks the necessary good and then arrives to the selected location. For example, 

if the AGV is loaded with multiple types of medicines and an available type of medicine 

is requested, the AGV can directly go to the selected location. However, if the personnel 

requests a medicine that the AGV does not carry at that moment, then it will first go to the 

pharmacy of the hospital and pick the necessary medicine. The pharmacy personnel will 

also be informed about the request through the mobile app and they will be ready before 

the AGV arrives. After they place the medicine inside the AGV and approve it, the AGV 

goes to selected location.  

3. The employee enters the pin code and picks the good. In the event that the AGV arrives to 

the location before the personnel who requested the delivery, it waits until the good is 

picked. 

4. The member of personnel selects to send the AGV back to charging station. In case that 

some other personnel requested an available medicine to another location in the hospital, 

the AGV can directly go to that specific location without visiting the charging station. 

Even though this work flow reflects group members’ idea for this project, we need to mention that 

the mobile application was not included within the project scope.  
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3. Methods and Materials 

3.1. Microcontroller 

We needed a microprocessor with enough memory to store the code and with enough number of 

pins for sensors and motors. Initially, one Arduino Due is used for this project as it met our afore-

mentioned desires. However, we had to switch to Arduino Mega later on due to operating voltage 

level of Due. Due gives and accepts 3.3 V as high voltage which was a problem for us since some 

of the components we used required 5 V. Mega was able to provide and accept 5V from its I/O 

pins. On the other hand, as a drawback of Mega, it has a memory as much as half of Due’s to store 

the code. However, it proved to be enough in our case. The specifications for Arduino Mega (Fig. 

4) are listed in Table 4 [18],[19],[20]. 

Table 4: Specifications for Arduino Mega 

Attribute Value 

Processor ATmega2560 

Operating Voltage 5 V 

Input Voltage 7-12 V 

CPU Speed 16 MHz 

Analog Input Pins 16 

Digital I/O Pins 
54 

(14 provide PWM) 

Flash Memory 256 kB 

Max. Current 

 Per I/O Pin 
40 mA 

Max. Current 

Per 5V – GND Line 
200 mA 

3.2. Radio Frequency Identification (RFID) 

RFID data collection technology is mainly used to identify, categorize and track objects. Funda-

mentally, a basic RFID system consists of two parts: an RFID reader and an RFID tag. The reader 

may also be called as a transceiver or interrogator, whereas the tag may also be called as a tran-

sponder [21]. 

RFID Tags 

In essence, RFID tags comprise two components: an antenna for receiving and transmitting a sig-

nal, and an integrated circuit for storage and processing information. RFID tags have non-volatile 

Fig. 4: Arduino Mega 
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memory and they are activated when passed through an electromagnetic field generated by the 

reader. They convert electromagnetic waves they receive into electrical current and power their 

microchip. There are three types of RFID tags: passive, active and battery-assisted passive. The 

cheapest option is the passive tag which is powered by radio energy transmitted by the reader. An 

active tag transmits its credentials periodically and comes with an inbuilt battery which powers the 

tag. A battery-assistive passive tag also contains an onboard battery. However, these tags are only 

activated when they are in the presence of an RFID reader [22]. 

RFID Readers 

The purpose of an RFID reader is to handle radio communication between its antenna and tags’ 

antennas. An RFID reader transmits signals to a tag and ask for its data in order to pass its infor-

mation to outside world. In essence, an RFID reader transmits and collects information. RFID 

reader antennas are powered from a source. Electrical current coming from the source is converted 

to electromagnetic waves and radiated by the antenna to be picked up by the RFID tag[23]. The 

aforementioned electrical current is an alternating current, usually referred as RF (Radio Fre-

quency) current[24]. There are three major frequency ranges for RFID systems [25]: 

• Low Frequency (LF) 125 to 135 KHz 

• High Frequency (HF) 13.56 MHz 

• Ultra-High Frequency (UHF) 860 to 960 MHz 

Low frequency RFID systems have a short reading range, slow read speed and low cost. On the 

other hand, high frequency RFID systems can provide a longer reading range and faster read speed, 

but the cost is also increased proportionally. In order for a successful communication between the 

reader and the tag, they need to operate in the same frequency [26]. 

RFID Systems 

Nowadays, RFID systems are all around us. They are very small, require no power and easily 

attached to anything. They are implemented in various fields such as goods management/tracking, 

contactless payment, travel documents, security tags, timing, healthcare data, real time location 

systems and so on [22]. They are in high demand thanks to their reliability, efficiency and accu-

racy. Here is the diagram showing the basic work flow of an RFID system. This diagram applies 

to all types of RFID tags [21]. 

1. Data within the RFID tag’s microchip awaits to be read. 

2. The RFID reader creates an electromagnetic field.  

3. Electromagnetic energy from the reader’s antenna is received by the tag’s antenna. 
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4. By using the power from reader’s electromagnetic field or, in the case of active and battery-

assistive RFID tags, power from its own inbuilt battery, the tag transmits radio waves back 

to the reader.  

5. The reader receives and decodes the radio wave as meaningful data and sends it to a com-

puter. 

At the end, we chose to use passive RFID tags among other options because of the following two 

reasons. First, we do not need to update stored information in the RFID tags. Our objective is to 

locate our robot in real time. To do so, the identification number of the tags are more than enough. 

Second, we are trying to keep the cost of our project as minimum as possible. And passive RFID 

tags are the cheapest tags in the market.    

MFRC522 RFID module is used as the RFID reader for this project as following specification are 

found suitable to our project [27]. We do not need a long reading range. Operating distance is up 

to 50mm. RFID tags are placed right under the line that the robot follows. By placing the RFID 

reader close to ground on the robot, we do not expect to encounter any problems in terms of reading 

the tags successfully. In addition, the module requires 2.5 to 3.3V supply. We are able to supply 

this voltage through our microcontroller Arduino Mega. Also, our robot needs to read the RFID 

tags on the move. Therefore, fast reading speed needed. RC522 RFID module uses high frequency 

(13.56MHz) and this provides faster read speeds.  

The technical specifications for MFRC522 RFID module (Fig. 5) and its illustration can be found 

in Table 5 [28]. 

Table 5: Specifications of MFRC522 RFID Module 

Attribute Value 

Supply Voltage 3.3 V 

Current 13 – 26 mA 

Read Range 3 – 5 cm 

Operating Frequency 13.56 MHz 

Supported Host Interfaces SPI/I2C/UART 

Max. Data Transfer Rate 

for SPI 
10 Mbit/s 

 

 

 

Fig. 5: MFRC522 RFID Module 
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3.3. Infrared Sensor (IR) 

An infrared sensor is a device which emits light rays within infrared spectrum in order to sense 

certain aspects of its surroundings such as colour, radiation, proximity to an object, motion etc. 

The infrared sensor module used in the project consists of an emitter-detector pair which are col-

lectively known as opto-coupler. The emitter is an LED which emits infrared rays whose wave-

length lies between 0.75 -1000 μm and cannot be seen by the human eye, while the detector is an 

IR photodiode which is sensitive to the infrared light of the same wavelength as emitted by the 

LED.  

Photodiode 

The photodiode used as detector, is a semi-conductor device that can sense optical signals (IR 

light) within its vicinity. It is a PN junction diode and works on the principle of photogeneration, 

i.e., the conversion of light energy to electrical energy. Therefore, when the light rays are incident 

on the photodiode they are converted into electric current and the amount of current produced is 

directly proportional to the intensity of incident light. When there is no light incident on the diode 

it can be perceived of having very high resistance and as the intensity of light is increased, the 

resistance reduces to a low value due to rise in photo-electric current [29]. 

Contrast Between Black and White Surfaces 

Infrared sensors can distinguish between black and white coloured surface as a result of the sur-

face’s light reflecting properties. Black coloured surface are capable of absorbing light rays in the 

visible spectrum and the infrared light of smaller wavelength, depending on the surface material. 

In the case of a white surface, all the light rays that are incident on it are reflected back. Therefore, 

when the emitter of the infrared sensor transmits the IR rays on a white surface all the rays are 

reflected onto the detector (shown in Fig. 6) and thus there is a change in light intensity which in 

turn leads to the change in output voltage of the sensor. In the case of black surface, the IR rays 

are absorbed (shown in Fig 7) and hence no change in output. In general, bright colours reflect 

back more light as compared to darker colours and this property is used by the sensor to distinguish 

different colours,  
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Infrared Sensor Circuit 

In the project we used the FC-51 infrared sensor module, for line-following, which utilizes the 

circuit shown in Fig. 8. In the IR sensor circuit, the photo-diode is connected in reverse bias, i.e., 

the P region of the diode is connected to the ground while the N-region is connected to 5 V power 

supply. It is connected in series with a 10 KΩ pull-down resistor R2 which ensures that the output 

is defaulted to 0 V when there is no incident light. The photodiode and R2 are in voltage divider 

configuration and the voltage drop “VIN” across R2 is used as an input to the inverting terminal of 

the operational amplifier while the non-inverting terminal is connected to a variable resistor (R3). 

The operation amplifier is connected to 5V on the positive side and to ground on the negative side 

and is used as an inverting comparator circuit. 

The inverting comparator circuit compares two voltages and outputs either “high” or “low” de-

pending on the input. If the voltage on the inverting input “VIN” is lesser than the voltage “VREF” 

on the non-inverting input, then the op-amp output “VOUT” will rise to a positive saturation equal 

to the voltage at positive side and if VIN is greater than VREF than VOUT will drop to negative satu-

ration level equal to the voltage at the negative side (waveform shown in Fig. 9) [30]. 

Fig. 7: Light Emitted on Black Surface Fig. 6: Light Emitted on White Surface 

Fig. 8: Infrared Sensor Circuit Fig. 9: Comparator Circuit Waveform 
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In the circuit seen in Fig. 8, VREF is the potential drop across the variable resistor R3 which acts as 

a threshold voltage. Furthermore, VIN is directly proportional to the intensity of light, therefore 

when the sensor is above a black surface VIN is less than VREF so the output is “High” (5 V) and 

for white surface VIN is more than VREF, thus output is “Low” (0 V) [31],[32]. 

The specifications of the FC-51 IR sensor (Fig. 10) can be found in Table 6 [33].   

Table 6: Specifications of FC-51 

Attribute Value 

Supply Voltage 3.3 – 5 V 

Current 23 – 43 mA 

Range 2 – 30 cm 

3.4. Keypad 

The keypad is an essential component in systems that require an interaction with the user. Even 

though nowadays touchscreen is widely used for receiving input, physical keypads continue to be 

sometimes preferred due to their lower price. Moreover, the environment where the device is uti-

lized calls for the use of one option or the other. For example, in a medical institute, equipment 

may require quite often the interaction with a user wearing gloves. In such a scenario, a keypad 

overtakes touchscreen in terms of efficiency. This aspect along with the consideration of cost and 

size argue the choice of using a keypad in the current project. 

A small keyboard is nothing more than a matrix of interconnected buttons, very common arrange-

ments being 3 × 3 or 4 × 4. A diagram of the inner structure of a 3 × 3 keypad is shown in Fig. 11. 

Fig. 10: FC-51 Infrared Sensor 

Fig. 11: Keypad Diagram 
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The working principle is fairly simple. The push-buttons act as momentary tactile switches: when 

a button is pressed, the switch closes, shorting one column pin to one row pin, and then returns to 

its previous state. Since there is a direct correlation between the row-column combinations and the 

buttons, the pressed key can be detected [34],[35]. 

When interfaced with a microcontroller, the column pins should be set as output pins and the row 

pins as input pins. Initially, all the row pins are pulled high and the digital value of the column 

pins is set to high as well. If an individual column pin is set to low and a switch on that column is 

triggered, the corresponding row pin becomes low. As soon as that happens, the microcontroller 

is able to identify which key has been pressed. In order to detect any key, each column pin should 

be set to low, the microcontroller should check for low row pins and then the same column pin 

should be again set to high. These three instructions must be executed inside a loop [36],[37]. The 

Arduino IDE provides the downloadable library Keypad.h, which allows users to elude the pains-

taking process of writing the sequence of steps described above, while improving the code reada-

bility [38]. The keypad model used in the project is Devlin 16 Key Keypad. The component is 

shown in Fig. 12 and its specification can be found in Table 7 [39]. 

Table 7: Specifications of Devlin 16 Key Keypad 

Attribute Value 

Keypad Layout 4 × 4 

Keypad Output Matrix 

Mechanical Life of 

Individual Keys 

106 

Operations 

Supply Voltage 0.5 – 24 V 

Current 10 – 20 mA 

 

3.5. Liquid Crystal Display (LCD)  

One of the most popular ways of creating simple user interfaces for electronic projects is making 

use of the Liquid Crystal Display technology. The fact that it is inexpensive, power-efficient, com-

patible with microcontrollers like Arduino and easy to program incentivize one to opt for this type 

of screen. An LCD display is shown in Fig. 3. When choosing a screen, the number of characters 

it can display becomes an important criterion. Common combinations are 16 × 2 (two rows with a 

maximum of sixteen characters each) and 20 × 4 (four rows and at most twenty characters per 

row). 

Fig. 12: Devlin 16 Key Keypad 



 

 

Page 27 of 74 

 

The LCD used in the project is LCD 2004 IIC/I2C (see Fig. 13). It is a convenient choice for two 

main reasons: it has four usable lines and allows up to twenty characters to be displayed on which 

one of them; it comes with a daughterboard used for Inter-Integrated Circuit (I2C) communication. 

The latter is an aspect of great importance, since it greatly simplifies the circuit needed for con-

necting an LCD to a microcontroller. The I2C protocol allows communication between multiple 

devices using only two wires, thus there are just two signals involved, namely SCL (Serial Clock) 

and SDA (Serial Data). The specifications of the LCD are shown in Table 8 [40]. 

Table 8: Specification of LCD 2004 IIC/I2C Module 

   

 

 

 

3.6. Wheels 

In the mobile robot projects there are three types of wheels that are widely used: standard wheels, 

orientable (caster) wheels and omni wheels. Vehicles that rely solely on standard wheels are con-

fined to having only two degrees of freedom (forward and reverse). Steering is of course not im-

possible, but the friction between the standard wheels and the ground during a turn would certainly 

hinder fast and smooth steering. Adding a caster wheel can compensate for that. Our initial inten-

tion was to use two standard wheels as driven wheels and one or two casters to allow smooth 

steering. However, caster wheels were found to be inappropriate for the setup used in the project. 

Unlike standard or omni wheels, casters need to be screwed under the drive base and they could 

not be placed without diminishing the stability of the device. That is how our attention shifted 

towards omni wheels. They add the possibility of using a third degree of freedom by having small 

rollers attached along the circumference of the wheel. They are designed such that the axis of each 

roller is perpendicular to the axis of the main wheel at any given moment [41]. The connection to 

the drive base can be done in the same fashion as for the standard wheels. 

The selected wheels were the following: two 65 mm standard wheels (Fig. 14 (a)) and two 70 mm 

omni wheels with plastic rollers (Fig. 14 (b)). 

Attribute Value 

Size 99 × 60 mm 

No. of Characters 20 × 4 

Interface I2C 

Supply Voltage  5 V 

Backlight Current  200 mA 

Fig. 13: LCD 2004 IIC/I2C Module 
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3.7. DC Motors 

A motor is defined as a machine that supplies motive power for a vehicle or other device with 

moving parts [42]. In particular, an electric motor is a device that produces movement by convert-

ing electrical energy into mechanical energy [43]. A very popular type of electric motors used in 

robotics is represented by the brushed DC motors (BDC). They are very common, since they are 

easy to drive, affordable, and can be effortlessly connected to the circuit: one has to apply a voltage 

difference to the two terminals of the motor to make it spin [44]. 

The two BDCs (model JGA25-370) utilized in the project have been taken from the Electronics 

Laboratory of the university and they had standard wheels and coupling already attached. In fact, 

these standard wheels were the ones shown in the “Wheels” section. Before making the decision 

of using the motors however, the group wanted to learn whether they were suitable for the project 

or not. 

Calculations of Torque and Speed 

The method for selecting the adequate motors for a mobile robot consists of the theoretical calcu-

lation of torque, which describes the amount of force required to spin the wheels, and angular 

speed, a measure of how fast the motor shaft is spinning [45]. This process requires an analysis of 

the forces that act upon the robot at any given moment. A body diagram of the vehicle is presented 

in Fig. 15. Because the robot would move chiefly on flat surfaces within the hospital, only this 

specific case is considered here, something that simplifies both the diagram and the calculation.    

Newton’s Second Law of Motion states that the algebraic sum of the forces acting upon a body on 

a specific axis is equal to the mass of the body multiplied with its acceleration on that axis. We are 

only interested in the forces acting along the X-axis [45]. By inspection of Fig. 15, we have:  

∑ 𝐹𝑥 = 𝑓 = 𝑚𝑎 (1) 

(a) Standard (b) Omni 

Fig. 14: Wheels 
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The friction between the drive wheels and the surface is what causes the wheels to rotate. Torque 

is defined to be the quantitative measure of the tendency of a force to cause or change rotational 

motion and is equal to the cross product of force and radius [46]. The friction acting upon the wheel 

is tangent to its circumference, and therefore perpendicular to the motor shaft. Therefore, the 

torque has the formula: 

𝑇 = 𝑓𝑟, thus 𝑓 =  
𝑇

𝑟
 (2) 

Combining (1) and (2) yields the formula for the total torque: 

𝑇

𝑟
=  𝑚𝑎, which means 𝑇 = 𝑟𝑚𝑎  

The torque of each motor is given by: 

𝑇𝑤 =  
𝑟𝑚𝑎

𝑛
, where 𝑛 is the number of drive wheels 

The formulae are not yet accurate, because every system has an overall efficiency, as a conse-

quence of the efficiency of its individual parts (i.e., motors, gears, wheels, etc.) [45], which needs 

to be considered. Since no motor has been selected yet, the only thing that can be done is estimate 

an overall efficiency. It follows that: 

𝑇𝑤 =  
1

𝑒𝑓𝑓

𝑟𝑚𝑎

𝑛
, where 𝑒𝑓𝑓 denotes the overall efficiency (3) 

Given the fact that we are dealing with non-uniform linear motion, the acceleration of the system 

can be found by the following formula, provided that the robot was initially at rest: 

X 

Y 

r 

aሬԦ 

NሬሬԦ 

GሬሬԦ 

m 

fԦ 

GሬሬԦ = gravitational force 

NሬሬԦ = normal force 

fԦ = friction 

aሬԦ = acceleration 

m = mass 

Fig. 15: Body Diagram of the AGV 
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𝑎 =  
𝑣𝑚𝑎𝑥

2

2𝑑
, where is the maximum 𝑣𝑚𝑎𝑥 velocity of the robot and  

𝑑 is the distance covered until 𝑣𝑚𝑎𝑥 is achieved (4) 

Finally, the torque on each drive wheel can be found from (3) and (4): 

𝑇𝑤 =  
1

𝑒𝑓𝑓

𝑟𝑚

𝑛

𝑣𝑚𝑎𝑥
2

2𝑑
 (5) 

The relation in (5) cannot be further simplified, hence all the right-hand side variables had to be 

estimated according to the technical specifications of the project. We assigned the following val-

ues:   𝑚 = 2.5 kg, 𝑣𝑚𝑎𝑥 = 0.2 m/s, 𝑑 = 0.01 m, 𝑒𝑓𝑓 = 50%. The number of drive wheels and their 

radius are known: 𝑛 = 2 and 𝑟 = 0.0325 m. After performing the calculations, the torque obtained 

was: 

𝑇𝑤 = 0.16 Nm 

We can infer that, according to the calculations above, a motor that could provide a torque of 

around 0.16 Nm was required. The reader should notice however that some aspects are neglected 

in the described sequence of steps. Air drag, friction between the front wheels and the ground and 

the thermal-related details are left aside, for the choice of motors would become unnecessarily 

complicated [45]. The applied procedure should suffice for the proof of concept that represents the 

scope of the project. 

The angular speed (in RPM) can be calculated using the formula [47]: 

𝜔 =  
60

2𝜋

𝑣𝑚𝑎𝑥

𝑟
= 59 RPM 

The brushed DC motor JGA25-370 has a maximum torque (stall torque) of 0.98 Nm and a maxi-

mum speed (no-load speed) of 77 RPM, larger values than the calculated ones. To better see that 

the motor did represent a viable option indeed, the torque-speed characteristic of the motor was 

plotted (see Fig. 16). The curve shows that for a value of torque of 0.16 Nm, the motor provides a 

speed of 64 RPM, which means the AGV would move a bit faster than required [47]. The specifi-

cation of the JGA25-370 motor (Fig. 17) are shown in Table 9 [48],[49]. 
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Table 9: Specification of JGA25-370  

Attribute Value 

Type Brushed DC 

Stall Torque 0.98 Nm 

No-Load Speed 77 RPM 

Supply Voltage  3 – 9 V 

Current 80 – 900 mA 

3.8. Motor Driver 

One of the most crucial tasks of the microcontroller (ATmega2560 in Arduino Mega) used in the 

project is to control the motors depending on the input of the sensors. The motors require high 

voltage and current to operate but the Arduino is only capable of supplying small voltages and 

small amount of current. In other words, motors cannot run directly through the output of the 

Arduino. Accordingly, a motor driver is used as an intermediate device between the Arduino and 

the motors. It acts as a current amplifier and accepts low current signals from the Arduino and 

converts it to a high current signal which is then used to drive the motors. Furthermore, the motor 

driver enables us to control the direction of rotation of the motors as well as to apply brakes rather 

than stopping the motors by giving 0 speed, the brake function when applied stops the motor in-

stantaneously and does not let the motors rotate due to inertia. 

 

Fig. 16: Torque-Speed Curve of the DC Motor 

Fig. 17: JGA25-370 Brushed DC Motor 
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Motor Driver Circuit 

The circuit of a motor driver consists of an H-bridge which is responsible for controlling the di-

rection and speed of the motor. A basic H-bridge circuit consists of four switching elements with 

a load (motor) at the center, connected in an H-like configuration. The switching elements in the 

circuit are MOSFETs and an external power supply is connected to the motor driver which pro-

vides the high voltage and current required to drive the motors. The circuit uses different on-off 

combinations of transistors to control the current flow direction in the motor and by doing so, it 

controls the direction of rotation of the motor. 

The H-bridge can be divided into two sides, ‘A’ and ‘B’, with each side being connected to one of 

the terminals of the motor. The ‘A’ side includes two FETs, A1 and A2, and the ‘B’ side consists 

of FETs marked as B1 and B2 ,where A1 and B1 are P-channel and A2 and B2 are N-channel 

MOSFETs [50]. 

When A1 and B2 are closed, the left lead of the motor is connected to the power supply and the 

right lead is connected to the ground. This results in the flow of current through the motor and 

causes the rotation of the motor in clockwise direction as in Fig. 18. Similarly, when A2 and B1 

are closed the right lead of the motor is connected to the power supply and the left lead to the 

ground, as the voltage supply to terminals of the motor is reversed, the current flowing in the motor 

is in opposite direction and results in the anticlockwise rotation as Fig 19 illustrates [51] [52]. 

Fig. 18: Current Direction for Clockwise 

 Rotation 

Fig. 19: Current Direction for Anticlockwise 

 Rotation 
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When both the terminals of the motor are given the same potential then an electric brake is gener-

ated which does not let motor to spin in either direction. The condition can be achieved by con-

necting both the terminals to the power supply (see Fig. 20) or both to ground. The DC motor acts 

as a generator when the motor shaft spins and by connecting either the positive supply or ground 

to both the terminals, the generated electricity is sent back to the same supply, the result is that the 

motor shaft resists to spin and is kept stationary by forcing the opposite voltage into the same 

supply. The condition for electric brake is very useful in situations where the rotation of motors 

must be immediately stopped as well as for braking on a slope. 

The four possible on-off combinations of the transistors are shown in Table 10. 

Table 10: Possible on-off combinations of the transistors 

A1 A2 B1 B2 
Terminal 

(A) 

Terminal 

(B) 
Motor Action 

Close Open Open Close 9 V GND Forward 

Open Close Close Open GND 9V Backward 

Close Open Close Open 9V 9V Brake 

Open Open Open Open 0 V 0 V Motor is OFF 

The motors used in the project require a voltage of at most 9 V and maximum current of 900 mA 

per motor (for two motors, the maximum current is 1800 mA) but the Arduino Mega is only capa-

ble of providing a maximum voltage of 5V and maximum current of 200 mA, which is significantly 

less than the required amperage and voltage. To solve this problem, an Arduino Motor Shield is 

used as an intermediate device between the motors and the Arduino Mega. The motor shield should 

be connected to an external 9 V power supply and receives signal from the Arduino Mega through 

Fig. 20: Electric Brake Condition 
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its digital I/O pins, to control the movement of motors. It consists of a L298 motor driver IC that 

allows us to control two brushed DC motors simultaneously. The operating voltage of the motor 

shield is 5-12 V which is sufficient for the motors and the maximum current per channel is stated 

as 2 A (4 A in total), enabling us to drive the motors and also leaves enough room (2200 mA) 

between the maximum current of the motors and one of the motor shield, as a safety precaution 

from spikes in current due to back EMF [53]. 

3.9. Pulse Width Modulation (PWM) 

Pulse width modulation is a digital control method, used for generating analog output from a digital 

device, but this output is not technically analog, rather it is a modulated signal which is the digital 

equivalent to an analog voltage supplied by the device. The modulated signal is a square wave 

generated by switching the voltage supply between ON and OFF and it can produce the desired 

output voltage by controlling the duty cycle which is the percentage of time that a signal is ON 

during one cycle. For example, if the duty cycle of a pulse is 50 %, it means that the pulse is High 

for half the time of the cycle (see Fig. 21) [54],[55]. 

The duty cycle is defined by the following relation: 

𝐷𝑢𝑡𝑦 𝑐𝑦𝑐𝑙𝑒 (%) =
𝑃𝑢𝑙𝑠𝑒 𝑤𝑖𝑑𝑡ℎ

𝑇
 × 100, where  

𝑃𝑢𝑙𝑠𝑒 𝑤𝑖𝑑𝑡ℎ is the time for which the pulse is high and 𝑇 is the period of the pulse 

 

The output voltage is the average of the pulses and can be calculated by multiplying the duty cycle 

with the pulse’s high value, as shown in the equation below: 

𝑉𝑜𝑢𝑡 𝑎𝑣𝑒𝑟𝑎𝑔𝑒 = 𝑉𝑚𝑎𝑥  × 𝐷𝑢𝑡𝑦 𝑐𝑦𝑐𝑙𝑒 

Fig. 21: Pulse Width Modulation Signals Corresponding to Different Duty Cycles 
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The other factor that affects PWM is frequency. Frequency reflects the number of ON/OFF cycles 

per second and is rated in Hz. It is equal to the inverse of the total time of one cycle (T) and thus 

is directly proportional to the duty cycle. If the frequency for the same pulse width is increased, it 

implies that the analog device receiving the signal is switched ON and OFF more times per second. 

PWM is used in conjunction with the motor driver to control the rotational speed of the motors 

and thereby to control the movement of the robot. The PWM signal is generated by the Arduino 

connected to the motor driver, which allows duty cycles ranging from 0 - 255 where 0 corresponds 

to 0% and 255 to 100% duty cycle at a fixed frequency of 500 Hz, i.e., there are 500 ON/OFF 

switching cycles per second, where each cycle is 2 millisecond long. The signal is sent as a control 

input to the switching element (MOSFET) and by varying the duty cycles we are able to adjust the 

power applied to the motors. Consequently, the larger the duty cycle, the higher is the voltage at 

the terminals and thus the greater the speed of rotation [56],[57]. 

3.10. Ultrasonic Sensor 

An ultrasonic sensor is a device used to measure the distance to an object. Fig. 22 shows the basic 

ultrasonic sensor operation. The transmitter sends out a sound wave at a specific frequency and 

the receiver waits for the sound wave to bounce back from the object to the ultrasonic sensor [58].   

The sensor measures only one variable, the time for which the sound wave reaches an object and 

bounces back. To calculate the relevant parameter, the distance between the sensor and the object, 

the formula shown below is used [58]: 

𝐷𝑖𝑠𝑡𝑎𝑛𝑐𝑒 =
𝑆𝑝𝑒𝑒𝑑 𝑜𝑓 𝑆𝑜𝑢𝑛𝑑 ×  𝑇𝑖𝑚𝑒

2
 

Under normal atmospheric conditions, sound travels through the air at about 344 m/s. Division by 

two is required because the sensor measures the time the wave reaches the object and comes back, 

Fig. 22: Ultrasonic Sensor. Object Detection 
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so the result would be the total distance travelled by the wave, i.e., twice the distance between the 

sensor and the object [58]. 

Although ultrasonic sensors can offer precise distance measurements, the possibility of not detect-

ing a certain object still exists. Objects can be shaped or positioned in such a way that the sound 

wave bounces off but is deflected away from the ultrasonic sensor. Also, other objects may be too 

small to reflect enough of the sound wave back to the sensor to be detected. 

The sensors that the group is using are HC-SR04. This model is one of the most basic ultrasonic 

sensors. As it is shown in Fig. 23, it has a transmitter, which emits the ultrasonic wave, and a 

receiver, which receives the reflected wave [59]. 

The group used four such sensors in the project, to serve for two purposes: obstacle detection and 

theft protection.  

Table 11 [59] shows the important technical specifications of the HC-SR04 sensor. We found 

several advantages of using this sensor in the project: the fairly small dimensions of the sensor 

were suitable for the system; the measuring range was adequate since the longest distance the 

sensor could detect is 4 m and the price of the sensor was relatively low. 

Table 11: HC-SR04 Sensor Specifications 

 

 

 

3.11. Tilt Sensor 

A tilt sensor is basically an electrical instrument able to detect a change in tilt angle. Depending 

on the position (angle) of the tilt sensor compared to the ground line, it is able to distinguish be-

tween upright and rotated position. Fig. 24 shows the working principle of the given type of tilt 

sensor [60]. 

Attribute Value 

Dimension 45 x 20 x 15 mm 

Measuring Range 2 cm – 400 cm 

Measuring Angle 30 

Power Supply 5 V 

Working Current 15 mA 

Fig. 23: HC-SR04 Ultrasonic Sensor 
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When tilt sensor is standing completely upright, the ball falls on the bottom of the sensor. In that 

case, the two pins of the sensor are directly connected to each other, and current flows from one 

to another. When it reaches a pre-determined angle, it does not touch the poles anymore. It means 

that the circuit is open, and the sensor stops drawing current. Thus, the tilt sensor acts like a switch 

from an “on” state (upright position) to an “off” state (rotated) and vice versa [60]. 

The tilt sensor plays a role in the theft protection. SW-520D is the model of tilt sensor that we 

chose for our project. It has 2 poles and 2 metallic balls inside. Fig. 25 shows the exact model we 

are using in the project [60]. It can work without external power supply. It is also fairly low-profile 

and inexpensive, so it is appealing for a modest project, such as ours. The specifications of the 

sensors can be found in Table 12 [61].  

Table 12. SW-520D Sensor Specifications 

Attribute Value 

Dimension 5.2 x 5.2 x 19.5 mm 

Supply Voltage 0 – 24 V 

Working Current 5 mA 

Lifetime 50000 switches 

Switch Angle 45º 

3.12. Buzzer 

The purpose of the buzzer in this project is to impede the theft of the robot by sounding an alarm. 

Simply, a buzzer is a sound emitting device that works upon receiving current as input. There are 

3 types of buzzers: mechanical, electromechanical and piezoelectric. The group is using one piezo 

buzzer which was found in the Electronics Laboratory of the university. The sound of the piezo 

buzzer depends on the frequency it is set to work with as well as the current that is flowing through 

it. Even though the sound of the buzzer we used was not loud enough for the project’s purpose, we 

still decided to use it since implementing mechanical or electromechanical buzzers would have 

Fig. 24: Tilt Sensor Working Principle 

Fig. 25: SW-520D Tilt Sensor 
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been complicated because of their relatively big size and weight. Table 13 [62] shows the specifi-

cations of the chosen buzzer. The buzzer is drawing only 3 mA at most and it is also low-profile. 

Finally, the buzzer has a frequency range of 1 KHz that gives many variations of sound. 

Table 13. Specifications of RS-7800731  

Attribute Value 

Dimension 30 x 30 x 13.5 mm 

Voltage 1 – 30V 

Working Current 3 mA 

Max. Sound Level 90 dB 

Frequency 2.3 – 3.3 KHz 

3.13. Battery 

The AGV built as part of the project is a mobile device and thus a battery was needed to power the 

system. Moreover, the fact that the vehicle should operate on a daily basis required the battery to 

be rechargeable. 

To choose a battery with a suitable capacity, an estimation of the power needed by the circuit had 

to be made. Table 14 lists all the individual components that form the system as well as the esti-

mation of their maximum power requirements, calculated by multiplying the voltage that the Ar-

duino board could supply to each part and the maximum current, found in the data sheets of the 

components. In the case of motors, where the exact amount of power was known (torque multiplied 

by the angular speed), that precise value was used. 

Table 14: Estimation of Power Requirements 

 

 

 

 

 

 

Component Max. Power Consumption 

ATmega2560 250 mW 

DC Motors (2) 2180 mW 

Ultrasonic Sensors (4) 300 mW 

LCD 1000 mW 

Keypad 100 mW 

Tilt Sensor  30 mW 

Buzzer 15 mW 

Temperature Sensor 7.5 mW 

IR sensors (5) 379.5 mW 

RFID Reader 85.8 mW 

Total 4.35 W 

Fig. 26: RS-7800731 Buzzer 
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As it can be seen, the total estimated power was around 4.35 W. That means a battery that would 

provide this power was needed. Regarding the voltage, the motors required the highest voltage 

level (9 V). Thus, the ideal battery would be able to supply that voltage. Then the current was 

calculated by dividing the power by the voltage: 

𝐼 =
𝑃

𝑉
= 0.48 A 

The amount of time it takes for the battery to discharge was needed as well for selecting the ap-

propriate capacity. Since the AGV is only a proof of concept, the time was chosen as being one 

hour. Therefore, a very good power source would have been a 9 V battery with a capacity of around 

0.5 Ah.   

Multiple types of battery technologies are available on the market. Assessing all of them is far 

beyond the scope of the project. It is worth mentioning that in electronic projects where motors or 

other high current components are used, the recommended battery types are Lead Acid and Nickel-

Metal Hydride (NiMH), both being rechargeable [63]. The former one is suitable for large power 

applications (e.g.: hospital equipment). It is very economical and has a low self-discharge rate, but 

it is not so efficient in terms of energy density, that is, it cannot store big quantities of energy per 

unit volume. A typical lead battery is 12 V rated. NiMH batteries are very common, as they have 

high energy densities, they are lightweight, even though they have a high self-discharge rate. Reg-

ular rechargeable AA NiMH batteries are generally 1.2 V rated. To meet the voltage demands of 

the project, a pack of at least eight such batteries would be required, perhaps more, if one pursues 

an increase in capacity [64],[65],[66]. Price was one of the main criteria followed when the battery 

was acquired. Therefore, the team opted for UL 2.4-12 (Fig. 27), a 12 V Lead Acid battery with a 

capacity of 2.4 Ah. It can provide 28.8 W, far more than the circuit required, according to the 

estimations shown earlier. Regarding its technical specifications, they are listed in Table 15 [67]. 

Table 15: Specifications of UL 2.4-12 

Attribute Value 

Type Lead Acid 

Weight 0.89 kg 

Voltage 12 V 

Capacity 2.4 Ah 

Cycle Voltage 14.4 V – 15 V 

Max. Discharge 

Temperature 
50ºC Fig. 27: UL 2.4-12 Lead Acid Battery 
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3.14. Buck Converter 

As the reader probably noticed after reading the sections that discussed motors and batteries, it 

was mentioned that one can apply a maximum voltage of 9 V to the JGA25-370 Brushed DC 

motors. However, the chosen battery is labeled with 12 V and thus, directly connecting the battery 

to the motors may lead to temperature increase and eventually to failure. To avoid any unwanted 

behavior, the voltage supplied to the motors had to be stepped down to a value of 9 V. 

Multiple ways of obtaining a lower voltage output from a higher voltage input have been identified. 

Firstly, one could use two Operational Amplifiers (op-amps) to achieve this goal: an inverter with 

a gain of -3/4, whose output is given to an inverter with gain -1. The method may work, but the 

fact that there is a need for supplying the op-amp poses a considerable problem, when only one 

voltage source is available.  

More promising options are represented by linear regulators or switching converters. Linear regu-

lators are inexpensive, small, not very complex devices, and yet they are very inefficient, wasting 

high amounts of energy as heat. Switching converters bring a very high efficiency and are better 

at handling temperature. Their complexity is higher, they come in bigger sizes and have higher 

costs. In many applications where the efficiency is an important demand, switching regulators are 

preferred [68]. That is the case for this project, since the battery life needs to be preserved as much 

as possible.            

A common DC-to-DC switching converter is known as buck or step-down converter, because it 

converts a voltage given as input into a smaller voltage with the same polarity at the output [69]. 

Even though the initial intention of the project group was to design and build a buck converter, the 

sources found showed that carrying out this task requires extensive knowledge about electronics, 

involving concepts and methods that are above the scope of this project. Given that, the logical 

decision was to purchase a buck converter. We opted for the XL4015 LM2596 DC-to-DC adjust-

able step-down converter (Fig. 28). The specifications of the component are listed in Table 16 

[70]. 

Table 16: Specifications of XL4015 LM2596 

Attribute Value 

Input Voltage Range  4 V – 38 V 

Output Voltage Range  1.25 V – 36 V 

Max. Current 5 A 

Efficiency 96% 

 
Fig. 28: XL4015 LM2596 Buck Converter 
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The selected model has three built-in 7-segment displays that allow the user to see the values of 

the input and output voltage, which is a very convenient feature. 

The buck converter solved the battery issue and allowed us to calculate the actual time the battery 

would be able to supply power to the circuit. According to the estimations, the circuit needed a 

power of 4.35 W to run properly. For the converter, the following relationship exists between the 

input and output powers: 

𝑃𝐼𝑁 =
𝑃𝑂𝑈𝑇

𝑒𝑓𝑓
, where 𝑒𝑓𝑓 is the efficiency of the converter 

Setting the output power to the desired value of 4.35 W, the formula gives: 

𝑃𝐼𝑁 = 4.53 W 

The battery is rated with 12 V, so the current supplied by the battery is: 

𝐼 =
𝑃𝐼𝑁

𝑉
= 0.37 A 

Thus, the battery only gives 0.37 A. To see the time until discharge, we divided the capacity of the 

battery (2400 mAh) by this value of the current: 

𝑡 =
𝑐

𝐼
= 6.5 h 

Consequently, with the selected battery and converter, the AGV would be functional for a much 

longer period than the desired one. 

3.15. Temperature Sensor 

When leaving a battery system unattended, it is important to monitor its functioning variables, so 

we know whether everything is working correctly and have a reaction protocol in case it does not. 

One of the most important variables to take into account when measuring the battery’s state is 

temperature. When there is a large energy input or output, batteries tend to warm up. If this energy 

flow persists through time and temperature keeps rising, we might reach the temperature threshold 

of the battery, that, if we are using a sealed lead-acid battery, can lead to explosion. This happens 

because when temperature rises quickly in batteries with this technology, hydrogen and oxygen 

gases are produced inside of the battery. If the pressure and temperature in the battery cells is too 

high, this gases can break through the seal of the battery, causing an explosion [71]. 
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Although there is a wide variety of different temperature sensors compatible with Arduino devices, 

our choice was DS18b20 (Fig. 29) for different reasons. The main one is its simplicity. It does not 

require any kind of formula or data treatment to get temperature readings, so it is nearly “plug and 

play”. Another solid reason is its OneWire interface, that allows precise digital temperature read-

ings to be managed with ease by microcontrollers like Arduino with just one serial data output, as 

long as the correct libraries are used. These digital interfaces allow longer cables to be used without 

any perceptible change in the reading, as digital systems are less affected by attenuation [72]. Also, 

the cable-shaped format of the sensor was very convenient, as it allows us to install the integrated 

circuit comfortably next to the battery, even if the IC and the microcontroller are far away from 

each other. The specifications of the sensor are shown in Table 17 [73]. 

Table 17: Specifications of DS18b20 

 

 

 

 

3.16. Inductive Charging  

Theoretical Model 

Creating a charging station in a public environment like a hospital entails problems: the robot may 

not be able to make the plug and the socket match and, when the robot is away from the station, 

somebody can short the plug. The most practical way of avoiding this is by using inductive charg-

ing, as energy is transmitted wirelessly between station and robot, so all the aforementioned prob-

lems are avoided. 

As its name suggests, inductive charging is based on electromagnetic induction. This property 

defines the behaviour of electrical circuits (or any conductive surface) when they are exposed to 

varying external magnetic fields. [74] So, our main goal is to convert the electrical energy of the 

powerline into a magnetic field that will induce a current towards the battery, charging it.  

In order to achieve this, the solenoid (or coil) is a fundamental piece. The electrical property that 

makes solenoids so special is inductance. Inductance is defined, according to A. Bettini as the 

“proportionality constant between the current that certain circuit carries and the magnetic flux 

Attribute Value 

Supply Voltage 3 – 5.5 V 

Max. Error ±0.5 °C 

Max. Standby Current 1 μA 

Max. Active Current 1.5 mA 

Fig. 29: DS18b20 Temperature Sensor 
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produced by it.” Therefore, the mathematical definition of inductance would be as described in 

equation 1: 

𝐿 =
𝛷

𝐼
 (𝐻)          (1) 

where L is inductance (in henrys), Φ is magnetic flux (in webbers) and I is current (in amperes.)  

Solenoids are characterized by their high inductance compared to a normal circuit, meaning that 

they create relatively high intensity magnetic fields when certain current runs through them. Thus, 

they also work the opposite way: even when they do not have power source directly connected to 

them, they can induce current in a circuit if the magnetic flux across them is powerful enough.  

But this only applies for a short period of time, until the circuit reaches the steady regime, the 

reason being Faraday’s law of induction, shown in equation 2: 

𝜀 =  −
𝑑𝛷

𝑑𝑡
 (𝑉)           (2) 

where ε is electromotive force, measured in volts and the magnetic flux is measured in webbers. 

This equation means that the energy that we transmit through inductive charging is simply a reac-

tion to the variation of the magnetic flux in the coil. Thus, if the current that flows through the 

transmitting coil is constant (creating, therefore, a constant magnetic field), there will be no elec-

tromotive force transmitted. 

Thus, if we want a constant delivery of energy between two coils, the current in the transmitter 

must be always changing, in other words, we need alternating current (AC) to make the system 

work.  

Module Choice 

Although we considered building the whole wireless charging system ourselves, we decided to 

buy a built module, as designing requires some deep research on which frequencies are ideal for 

maximum power efficiency and building coils that are light and compact enough for our purpose 

is no easy tasks in the timespan available. For our prototype, we used the PW-WCG-01 inductive 

charging module. It includes both transmitter (Fig. 30) and receiver, so the only thing you need is 

to connect a DC power supply to the transmitter [75]. The specifications are shown in Table 18 

[76]. 
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Table 18 : Specifications of PW-WCG-01 

Attribute 
Value 

Transmitter Receiver 

Max. Voltage 13.2 V DC 12 V DC 

Max. Current - 600 mA 

Coil Inductance 30 μH 30 μH 

Max. Range 2 cm 

Current 

 (1 mm distance) 
600mA 

Current 

 (18 mm distance) 
10mA 

3.17. Boost Converter 

Since the maximum output of the wireless charging module could only provide a voltage of 12 V 

and the battery required at least 14.4 V for charging, a method of stepping up the voltage was 

needed. The dilemma of choosing the right component for amplifying the voltage applied to the 

battery was solved quite easily. Op-amps were still not suitable as the observation in the “Buck 

Converter” section suggests, while linear regulators are designed solely for stepping down a volt-

age. Therefore, a boost converter was selected.  

A boost or step-up converter can be considered “the opposite” of a buck regulator, since it takes at 

input a DC voltage and outputs a voltage of a larger value [69]. The regulator (model XL6009) 

was taken from the Electronics Laboratory of the university. The component can be seen in Fig. 

31 and its specifications can be found in Table 19 [77]. 

Table 19: Specifications of XL6009 

Attribute Value 

Input Voltage Range  3.5 V - 32 V 

Output Voltage Range  5 V - 35 V 

Max. Current  3 A 

Efficiency 96% 

 

 

Fig. 31: XL6009 Boost Converter 

Fig. 30: Transmitter of PW-WCG-01 

Wireless Charging Module 
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4. Implementation 

4.1. Keypad and LCD 

The keypad was used to allow the user to interact with the AGV, as there was a need for the 

hospital personnel to be able to send goods to a specific room. The eight pins of the matrix keypad 

corresponding to the rows and columns were connected to eight distinct digital pins of the Arduino 

Mega. Regarding the aspect of displaying the options from which the user can choose a destination 

from, the LCD was utilized and it was connected to the microcontroller using only the four pins 

of the I2C daughterboard: VCC, GND, SDA and SCL, as the Arduino Mega board has in-built 

SDA and SCL pins. 

The Arduino library Keypad.h was used for programming the keypad because it allowed the use 

of premade, intuitive functions, such as char getKey(), which returns the pressed key, if any. Nat-

urally, the keypad was programmed along with the LCD, so that users could immediately see the 

effect produced by pressing a certain key. The LCD code was written using the LiquidCrystal_I2C 

library. In this case as well, the functions were very easy to understand and employ. As an example, 

the method setCursor(int, int) moves the cursor to the specified row and column. Two menus the 

user can navigate around using the keypad were created: mainMenu and oneRoomMenu. The for-

mer allows the user to send the robot to all the wards, charging station or only one room. The third 

option leads to the second menu, where the possibilities are as follows: laundry, canteen, pharmacy 

and five different wards. Selecting an option would set the destination of the AGV to that specific 

location. Scrolling and selecting are possible using the letters on the right-most column of the key 

matrix: A moves the cursor one row up, B moves the cursor one row down, C is the button for 

selecting an option and D is used for going back to the previous menu, if applicable (in the on-

eRoomMenu only). Unsurprisingly, the digit keys do nothing more than printing the corresponding 

number on the screen when typing numbers is required.  

It is important to mention that before being able to send the vehicle to a certain room, the user 

must enter a four-digit PIN code. The system does not allow menu navigation if the correct PIN is 

not inserted and thus only people who know the code (authorized hospital personnel) would be 

allowed access. 

4.2. Wheels 

As it was mentioned before, the AGV employs four wheels out of which only two are driven. The 

motors were connected to the standard wheels placed on the rear side of the robot, while the omni 

wheels were left free, in the front. When turning, the rollers mounted around the omni wheels start 

moving, permitting smooth steering. All the four wheels were attached to the drive base using 
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screws. The omni wheels were shipped with no coupling and thus an adequate support for each 

wheel was printed. The reader recalls perhaps the small difference of about 5 mm between the 

wheel diameters. As already mentioned in the “DC Motors” section, the standard wheels were 

already connected to the motors and therefore two omni wheels of a matching size were needed, 

but the dimension closer to the sought one was found to be 70 mm. This impediment was easily 

overcome, as the only thing that had to be done was to design the support for the omni wheels such 

that the base would remain parallel to the ground, that is, two structures 2.5 mm shorter than the 

ones attached to the standard wheels. 

4.3. Line Following 

The main function of the robot is that it should be capable of travelling from a starting point to the 

desired destination without any assistance from the user and fully autonomously. To do so, a net-

work of black lines is placed which connects all the points that the robot needs to go. The black 

lines act as a roadway for the robot as it is the path that it follows to reach its destination. Once the 

place to which the robot needs to be sent has been set by the user, the robot starts to continuously 

tracks the black line until it has reached its destination. To follow the line, it has to frequently 

adjust its position so that it always stays on top of the line. 

Sensor Arrangement 

For sensing the black line, the project utilizes IR sensors which are able distinguish the colour 

difference between the line and floor. An array of five IR sensors is placed in front of the robot as 

shown in Fig 32, the arrangement of the sensors is done in such a way that the middle sensor (no. 

3) is on top of the black line while sensors 2 and 4 are placed at a distance of 4 cm apart from each 

other. The distance between sensors 2 and 4 is equal to the width of black line, in such a manner 

that the respective sensors are not on top of the black line but adjacent to it during straight move-

ment. In this arrangement, the sensors 2, 3, 4 are 1 cm apart from each other and similarly, sensors 

1 and 5 are placed adjacent to sensors 2 and 4 respectively, maintaining the same distance. Fur-

thermore, the sensors are a placed at a height of 2 cm above the ground. This height was decided 

based on the range of IR sensor as well as by testing different heights for best readings. 

Thresholds for Black and White 

For the robot to know the difference between the colour of the floor and the black line, the readings 

for the respective colours from the IR sensors needs to be defined in the line following program. 

In order to do so the IR sensor readings were taken separately for the black line and the floor 

(presumably white in colour). The output of the sensors is also dependent on the input supply and 

because the sensors are powered through a battery, so when the battery discharges the input to the 

sensors also drops. Therefore, the sensor gives different readings for the same colour at different 
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input voltage levels. Consequently, the readings for the black line is in the range of 144-255 and 

for the colour of the floor it is from 5-20. Form the range of readings for black line the smallest 

readings, i.e., 144, is set as an upper threshold in the program, so that any output from the sensor 

which is higher than this threshold is identified as the black line. Similarly, the largest reading 

from the floor, i.e., 20, is set as a lower threshold, so that any output below it is interpreted as the 

sensor being right above the floor.   

Conditions for Line Following 

For the robot to stay on top of the line and not to go rampant, the Arduino runs a code in a loop 

which tests a set of conditions that controls the movement of motors and if a certain condition is 

true then the code to run the motors is executed. These conditions are being tested according to the 

readings from the IR sensors to adjust the position of the robot using the black line as a reference 

which can be distinguished by the sensors. 

Straight Movement 

When sensor 3 is on top of the black line and the remaining four sensors are placed above the floor 

(as shown in Fig. 32), then the Arduino gives the command to run both the left and the right motors 

forward at maximum speed, which is defined in the program at a PWM value of 255. 

Adjustment of Position 

When the robot moves towards the right, sensor 3 is no longer on top of the line but is shifted in 

the right direction and now sensor 2 or both sensor 1 and 2 can be on top of the black line (Fig. 

33). At this point, to adjust the position of robot back to the middle of the line, the speed of the left 

Fig. 32: Sesnor Arrangement and Straignt 

Movement Condition 
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motor is decreased, and the speed of the right motor is at maximum which is greater than of left 

motor, thus the net movement of the robot is towards the left direction. This difference in speed 

between the left and the right motor is maintained until the middle sensor is back on top of the 

black line, which is the condition for straight movement. Similarly, when the robot moves towards 

left, sensor 4 or both sensor 4 and 5 can be above the black line (Fig. 34). To bring the robot back 

to the middle of the line speed of the right motor is decreased and now because the left motor has 

a greater speed than its counterpart, the net movement of the robot is towards the right. It is con-

tinued until the robot’s position is adjusted back to the center of the line. The more is the difference 

in speed of rotation between the left and the right motor, the more quickly the robot will be able 

position itself in the middle of the line, but more difference also makes the movement of the robot 

look more mechanical as compared to a less speed difference. 

Conditions for Intersections 

Apart from straight movement and the other adjustments the robot must do to stay on the line, it 

also needs to turn at the intersections. These intersections are the points where three or four black 

lines meet and at each of these intersections an RFID tag is placed which has a unique location 

and identification. To recognize an intersection, the code checks a set of conditions which uses the 

combination of sensors that are above the black line. For example, for an intersection that goes 

right, sensors 3, 4 and 5 are above the black line (shown in Fig. 35) and similarly, for an intersec-

tion that goes left, sensor 1, 2 and 3 are on the black line (shown in Fig. 36). At the intersection, 

the algorithm decides the direction of movement based on the RFID tag scanned. There are four 

possibilities for direction of movement that the robot can take at an intersection, it can be straight 

movement, 90º right turn, 90º left turn, and a 180º turn to retrace the path it came from. To take a 

90º right turn, the robot spins the right motor in backward direction and the left motor in forward 

direction, this opposite directional spin is continued until the robot is facing towards the right and 

is in the middle of the line. Turning 90º left is obviously done using the same method. The rotation 

of right and left motor in opposite direction makes the robot turn at one point, rather than taking 

Fig. 33: Robot Shifted Towards Right Fig. 34: Robot Shifted Towards Left 
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an arch-like turn which requires more space for turning. After the turn has been made the robot 

again starts to follow the line until the next intersection [78]. 

Code Diagram 

The code diagram for turning is shown in Fig. 37, while the one for line following is shown in Fig. 

38. Since they describe two different functions, they should be shown separately. 

 

 

Fig. 35: Motors Spinning Direction 

for Right Turn 

Fig. 36: Motors Spinning Direction 

for Left Turn 

Fig. 37: Turning Code Diagram 
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4.4. Obstacle Detection 

As specified in the “Methods and Models” section, the HC-SR04 ultrasonic sensors have a sensing 

range of 4 m and an aperture angle of 30º. In other words, each sensor can cover an area equivalent 

to a circular sector with a central angle of 30º, where the radius of the circle is 4 m. The task of 

detecting all the obstacles that could emerge in the way of the AGV is beyond the sensing capa-

bilities of a single sensor. For this reason, our robot employs three ultrasonic sensors for the men-

tioned purpose. They have been placed in the forepart of the device, since it was decided that the 

vehicle could only move forward. The Arduino code was written in such a way that, as soon as 

either of the three sensors detects an object closer than 30 cm lying within its ultrasonic beam, the 

electric break is activated and the robot stops. 

In the described situation, having more sensors implies a bigger sensing range and thus a lower 

probability of collision. Notwithstanding, the number of sensors is not the only aspect that should 

Fig. 38: Line Following Code Diagram 
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be considered, as the arrangement of the devices is of an equal importance when one seeks mini-

mizing the rate of potential accidents. For this project, the group members agreed to place the 

sensors in such a way that their beams would intersect at a distance of 20 cm from the vehicle, as 

shown, in a relatively crude way, in Fig 39. This was possible by positioning one sensor in the 

center and the others on its left and right respectively, shifted towards the exterior, with an angle 

of 15º with respect to the middle sensor. The distance between the midpoints of the sensors was 

calculated as being 5 cm. Because the distance at which each ultrasonic sensor sends the break 

signal to the microcontroller, i.e., 30 cm, is larger than the distance at which the ultrasonic beams 

are intersecting, i.e., 20 cm, the chances of not detecting an obstacle are relatively low. 

No object would be able to enter the “blind spot” of the sensors without initially entering the ul-

trasonic beam, unless, of course, it may fall in that area. Even if it is initially seen by the sensors, 

an object may still move into the undetected area and a collision may occur. There are also other 

cases where obstacles can pass undetected, even though they are located inside the sensing area. 

This can happen either because of the material the object is made of or the angle at which the 

ultrasonic wave hits the target.  

    

 

 

 

Fig. 39: Area Covered by the Ultrasonic Sensors, 

Top View (Drawing Not at Scale) 

Ultrasonic Beam 

Detected Obstacle 

Undetected Obstacle 

Ultrasonic Sensor 

Undetected Region 
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4.5. Theft Protection 

Hospitals are public places so there is a possibility that the robot can be stolen. Consequently, a 

system is required which would notify the hospital staff in case of theft. For this purpose, a theft 

alert system was made, utilizing the distance sensing and tilt detection functionality of ultrasonic 

and tilt sensor respectively. 

For the system, an ultrasonic sensor is placed on the robot in such a way that it is parallel to the 

floor and facing downwards, for constantly sensing the distance to the ground. A threshold distance 

is set so that if the robot is lifted up such that the distance between the ground and the robot is 

more than the threshold distance, the buzzer starts sounding the alarm. The threshold distance was 

set to be 30 cm as it was appropriate in the case of our small robot, but the distance can be adjusted 

easily to match the requirements of a professional environment. 

The tilt sensor is used for detecting if the robot is being tilted towards any side. It is placed in 

upright position in such a way that if the robot is inclined by an angle of more than 45º, similar to 

the ultrasonic sensor, an alarm is sounded using the buzzer. 

This arrangement of sensors ensures the safety of the robot based on the perception that in the case 

of theft the robot would be lifted above the ground and can be tilted during the process. 

4.6. Battery. Buck Converter 

As the reader probably noticed in the section dedicated to batteries in the “Methods and Materials” 

section, the group intended to use a single battery to power the AGV. When the implementation 

phase of the project was reached and the battery was eventually attached to the setup, malfunction 

occurred. It was discovered that the issue arose because of the current limitations of the Arduino 

Mega. The only 3.3 V pin on the board could merely supply a maximum of 50 mA, and the five 

IR sensors required a total of 115 mA. The situation called for adding another voltage source to 

the circuit. An aspect to be considered this time was space, since the event was not at all predicted. 

The best option was to utilize three 1.2 V NiMH AA batteries, each with a capacity of 2400 mAh, 

placed in series to obtain a 3.6 V battery with the same capacity. There was no need to buy these 

batteries, since they were found in the Electronics Laboratory of the university. 

The battery was naturally connected to the input of the buck converter. The output of the regulator 

was then given as input to the motor shield and implicitly to the rest of the circuit. Using the 

potentiometer, the push-buttons and the 7-segment displays on the converter, the input and output 

values of the voltage were set to the desired values, namely 12 V and 9 V, respectively.  
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4.7. Inductive Charging. Boost Converter  

The implementation of the inductive charging in the robot was fairly simple. The receiving coil 

was connected to a boost converter in order to get the necessary 14.5V so the battery is charged 

correctly. A diode and a 130 Ω resistor were attached in series between converter and battery, to 

make sure that there was no overcharging and the battery was not consuming power when the 

charging process was finished. As for the location of the coil, we decided to place it in the rear of 

the robot, so it did not interfere with the sensors in the front, even if that entails that the robot must 

move backwards in order to find the charging station.  

The transmitter coil has no fixed place, as it has to be connected to a DC power supply, so the 

charging must take place in the university laboratory. As the voltage and current regulation is made 

by the IC of the module, no additional components are needed.  

4.8. Temperature Sensor 

As mentioned before, the implementation of the temperature sensor was uncomplicated due to its 

physical format and the OneWire interface. We connect the ground and power cables to their re-

spective Arduino pins, and the data wire to a digital pin.  Although our temperature sensor supports 

parasitic powering (using the data connection as a power connection), we decided to ignore that 

feature as the readings are too unstable. So, we put a 4.7 KΩ between the data and power wires, 

following the recommendation of the manufacturer. Finally, we attach the thermal coating of the 

integrated circuit to the side of the battery, as in the top, due to the chemistry of the battery, the 

temperature is lower, so the reading is somehow altered [71]. 

4.9. Monitoring System 

The monitoring system we designed consists of three sections: localization, battery temperature 

and information panel (all in real-time). These three parts are explained in depth in the following 

paragraphs. 

Localization 

It is important to be aware of the location of the vehicle at any time for security reasons. For this 

reason, we wanted to visualize the hospital corridor structure and show the real-time location of 

our robot on it. We designed a hallway structure (referred to as “map”) where we would test our 

robot. While designing the map, we tried to include various situations one can come across in a 

hospital such as dead-ends, paths of various length and U-shaped hallways. This way, we would 
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see how the robot behaves in many different situations and this would give us an idea of its com-

patibility. Fig. 40 shows the map we designed as well as the RFID tag placement.  

Not all the RFID tags are directly connected to each other on the line. Fig. 41 shows the connection 

between RFID tags, illustrated with the green lines. As it can be seen, our robot is capable of 

moving horizontal and vertical, diagonal movement is not possible. Moreover, these RFID tags 

form a network, meaning from one RFID tag there are at least 2 and at most 4 other RFID tags you 

can connect to. Knowing which RFID tags are connected is crucial for the algorithm to be able to 

draw the shortest way. For that reason, we created a matrix where we stored information about 

existing connections from each RFID tag. In addition, we did not want the robot to cross the hall-

way at any point it desires to. Instead, we wanted to let it cross the hallway at some certain points 

so that its action would be more predictable. To do so, we gave priority to some RFID tags where 

we wanted the robot to cross the hallway if necessary. 

Fig. 41: RFID Connections 

Fig. 40: RFID Tag Placement on the Hospital Floor 
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Our robot needs to find the shortest way between its current location and the selected destination 

in order to save time and power. To do so, we identified each RFID tag with a unique combination 

of two numbers (representing x and y values of its location) and placed these passive RFID tags 

underneath the line that the robot follows with a constant distance among them. Fig. 40 shows the 

given values of each RFID tag (indicated as green dots) with respect to their position on the map. 

The x values of the RFID tags increase as one moves right and y values of the RFID tags increase 

as one moves down, which means the origin is located on the upper left corner. This unique num-

bering of the RFID tags is the backbone of the program that finds the shortest way between two 

points. 

Battery Temperature and Info Panel 

Monitoring battery temperature is crucial to be able to avoid explosions due to overheat. We cre-

ated 7 thresholds corresponding to every 5°C difference starting from 25°C until 50°C.  

The info panel gives three important information. It shows whether the robot is on the move or 

not. It also prints the destination on the screen. In case of a security or battery temperature issue, 

this information is also displayed on the info panel.  

The complete monitoring screen we designed is shown in Fig. 42. 

Fig. 42: Complete AGV Monitoring Screen 
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On the left side of the figure, we see the 2D map of the hospital corridor where the robot operates. 

The green dot with a thin white frame shows the current location of the robot in action. As the 

robot moves and reads the passive RFID tags under the line, the green dot also changes its location 

on the map according to the readings. Battery temperature is always displayed on upper right cor-

ner. The info panel, situated on the right bottom corner, always updates its information. Thanks to 

this monitoring system, the person in charge, perhaps, can easily see some crucial information 

about the robot in real time.  

4.10. Shortest Way Algorithm 

Below is given the algorithm we developed in order to find the shortest way between two points 

on the map. We assume destination is already given to the robot.  

1. Eliminate 2 directions that are unnecessary to move towards. For example, if the 

current location of the robot is (3, 4) and the destination is selected to be (5, 5), it 

is clear that the robot must definitely move right (because x value of the destination 

point is greater than x value of the current location) and down (because y value of 

the destination point is greater than y value of the current location). Moving left 

and up would be redundant since these moves would only increase the distance the 

robot has to travel. If x or y value(s) of two points are same and there is no direct 

connection between the tags, the program finds the closest intersection to the start-

ing point where the robot may take the appropriate turn and arrive to the destination. 

 

2. Make the comparison between determined directions in step 1 and possible connec-

tions from the current RFID tag to neighboring RFID tags. If there exist only one 

common direction, go to step 3. If there happens to be 2 common directions go to 

step 4. 

3. Update your current location by following the steps below: 

a. If the chosen direction is ‘right’, increase x value of the current location by 

one and do not change y value.  

b. If the chosen direction is ‘left’, decrease x value of the current location by 

one and do not change y value.  

c. If the chosen direction is ‘down’, increase y value of the current location by 

one and do not change x value.  

d. If the chosen direction is ‘up’, decrease y value of the current location by 

one and do not change x value.  

Go to step 5. 
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4. Choose the first one of 2 common directions and change the current location by 

following step 3. Then calculate the distance between the current location and des-

tination. Follow the same steps for the second one of 2 common directions. Com-

pare the calculated distances and pick the shortest one to move towards. If two 

distances happen to be same, choose the one with priority, if applicable. If none has 

no priority choose one of them (it does not matter which one is chosen). Go to step 

3.  

 

5. Store the updated location as the first RFID tag for the robot to read on the shortest 

way to the destination. If the robot did not arrive to the destination, go to step 1. If 

the robot arrived, finish the program. 

The flowchart of the aforementioned code is given in Fig. 43, on page 58. 

Following the Shortest Way 

After finding the shortest way, the next step is to make sure that AGV is facing the right direction 

so that it does not start following the line in the wrong direction. In order to keep track of its 

direction, we need to check its current direction and, based on the location of the first RFID tag to 

be read, decide the necessary move (e.g.: turn left, turn back, turn right, do not turn) before it starts 

following the line. This code is executed each time our robot reads a new RFID tag and updates 

its location. The flowchart of the aforementioned code is given in Fig. 44, on page 59 

Reading an RFID Card 

Each RFID tag is assigned with a unique identification number (UID) during the manufacturing 

process, used to identify each tag. After reading the tag, the AGV sends a corresponding number 

for the particular card to the PC. The Processing (an open-source programming language specifi-

cally developed for electronic arts) code always checks for new data sent by the AGV, and updates 

its variables depending on this data. This way, we were able to show the whereabouts of the AGV 

in real-time.  
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Fig. 43: Finding the Shortest Way Code Diagram 
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. 

 

Fig. 44: Flowchart for Following the Shortest Way 
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4.11. 3D Modeling 

The weight limitations imposed by the motor calculations called for a light, yet solid drive base 

that would be able to carry quite heavy components, such as the battery, but would not substantially 

increase the required torque. Wood and aluminum are common candidates for being among the 

materials used for a mobile robot drive base. However, they fail to fulfill the weight criterion 

mentioned above. 

The fact that the practical part of the project consists of a proof of concept, where many details 

related to a real product are ignored, gave the possibility to use the 3D printer for creating the base 

of the robot. Given the number of components utilized in the project and the limitations of the 

available printer, a one-story floor was found insufficient and therefore two floors were created: 

the bottom one was designed to hold the lead acid battery with the buck converter and provide 

connection areas for the four wheels, the IR sensors, the RFID reader, the temperature sensor, the 

wireless charging module and one ultrasonic sensor, while the idea behind the top part was to hold 

the Arduino, the three ultrasonic sensors for obstacle detection and the LCD with keypad. Apart 

from these two layers, other parts had to be modeled and printed, such as holders for IR sensors, 

RFID reader, LCD and ultrasonic sensors, coupling for the omni wheels. Even though, the base 

was not printed in one piece, only pictures of its complete form are shown (see Fig. 45), since this 

form is the relevant one. 

(a) Front View  (b) Rear View  

Ultrasonic Support  

IR Support  

Lead Battery Support  

Omni Coupling 

LCD Wedge 

RFID Support 

Fig. 45: 3D Model of the AGV Drive Base in Tinkercad 



 

 

Page 61 of 74 

 

4.12. Proof of Concept 

In Fig. 46 the combined code diagram that describes the entire working of our vehicle can be 

found. Additionally, Fig. 47 shows a diagram of the full system that constitutes the proof of con-

cept of the AGV, whereas Fig. 48 illustrates our proof of concept when all separate components 

are put together. 

Fig. 46: Code Diagram for The System 
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Fig. 47: Diagram of the Complete System 

Fig. 48: Photos of the Proof of Concept AGV 

(a) Front View  (b) Rear View  
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5. Testing 

We conducted two testing sessions where we found the chance to evaluate our work and improve 

it. They have been very helpful for the project since it allowed us to notice some errors we did not 

anticipate.   

5.1. First Testing Session 

When we had our prototype and code ready to function together, we set the test map in electronics 

lab on the floor using black tape. Our intention was to set the map wholly, but due to lack of 

material and not enough available area we were only able to complete 80% of the total map. Nev-

ertheless, we decided to test our prototype within this test area (Fig. 49). We placed appropriate 

RFID tags under the tape at correct positions with 30 cm in between. We powered everything with 

an external power supply (12 V) except the IR sensors which were powered by an internal power 

supply of 3 NiMH AA batteries connected in series. 

Fig. 49: Test Area 1 
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Upon a long session of testing, we have observed many errors. Some of them were hardware and 

software related errors. However, some were originating from the test field itself. All errors ob-

served are listed below with an explanation of how we solved them.  

The hardware related errors we observed during the test session are listed below. 

Disconnection of Wires 

We rearranged the whole wiring using small solder plates. This way, we were able overcome the 

disorder of wires to some extent. However, we experienced the same problem later again since not 

all wires were soldered and fixed at some point, for example the wires going out of mega. 

Wrong Readings of IR Sensors 

We had to calibrate the IR sensors with respect to the surface so that they could distinguish black 

tape from the dark colored floor. However, we had the same error later again since the readings 

were too sensitive to floor, light and voltage level. 

Not Spinning Omni Wheels  

The problem was mainly due to lack of friction. We tried to increase the friction by putting tape 

around the wheels. However, it did not solve the problem. The permanent solution would be to 

have a heavier robot. Since we could not increase the weight as we please (considering that we 

decided on the motors with respect to estimated weight which is 2.5kg), we had to neglect this 

problem. 

Malfunctioning Tilt Sensor 

Even though everything seemed correct hardware-wise, the sensor was not functioning properly. 

We were able to solve the problem by complementing the if-statement for the corresponding sen-

sor.  

Loose Nuts 

We had to tighten them each time they were loose. Permanent solution would be using fibered nuts 

which we did not have in the laboratory and did not order.  
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The software related errors we observed during the test session are listed below. 

Reading the Same RFID Tag Multiple Times 

This problem was occurring as a result of detecting the intersection many times. As a result, the 

AGV was not able to decide the next move. The problem was solved by moving a lit bit forward 

right after reading the tag for the first time.  

Trying to Follow the Line Even Though There Wass No Line  

The reason for this problem was the lack of the condition where all IR sensors see floor’s color. 

We tried to solve the problem by adding the above-mentioned condition. However, it did not solve 

the problem since there were times all IR sensors see floor’s color even while following the line. 

Having included the new condition, the AGV was stopping when it is out of line as well as some-

times it is on the line when all IR sensors see floor’s color. For this reason, we did not implement 

the new condition. We could not spare more time to solve this problem due to time limitation.  

Turning Left/Right/Back More Than Necessary 

Before we were turning left/right/back for a period of time that we determined by trial and error. 

But this code was not working properly every time since sometimes motors were free spinning due 

to lack of friction. Therefore, we wanted to control the turning moves by getting feedback from IR 

sensors. With the new code, the prototype decides when to stop based on IR readings and this gives 

us a better precision.  

The test field related errors we observed during the test session are listed below. 

Robot not Able to Align Itself in the Middle of the Line  

The problem was due to short distance between two successive RFID tags. We would solve this 

problem by increasing the speed difference of two motors if we were not already using one at 

highest speed and one at lowest speed. Therefore, we had to provide more time to the prototype to 

adjust its position over the line by increasing the distance between RFID tags.  

Free Spinning Back Wheels 

The problem occurred as a result of the thickness of the line. The real technology will follow a line 

painted on the floor, which means the line will not have any thickness. Therefore, we decided to 

ignore errors due to thickness of the line since we could not get permission to paint a map on the 

floor of electronics lab.  
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Conclusion 

Even though we fixed many errors, our robot was still not functioning as we desired, mainly due 

to small distance between two successive RFID tags. For this reason, we were compelled to set a 

new test area where we left more space between the tags.  

5.2. Second Testing Session  

We set the second test area again in the electronics laboratory with more space between the tags, 

but the available space was still an issue. Fig. 50 shows the second test area. Again, we powered 

everything with an external power supply (12 V) except the IR sensors which were powered by 3 

NiMH AA batteries connected in series. 

When everything was ready, we tested our prototype by sending it to different locations on the 

map. Unlike the first testing session, the AGV was able to arrive to the chosen destination most of 

the time and did not repeat the same errors previously solved. However, the thickness of the line 

was still an issue. There were times that the robot was unable to complete is turn due to the thick 

line. Since this error was caused by the test area itself, we decided to ignore it. The IR sensors 

were still problematic and sometimes they were not able to distinguish between the line and the 

floor. Apart from that, everything seemed to be working at a satisfactory level.  

 

Fig. 50: Test Area 2 
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6. Discussion 

In this project, we worked on building only a single AGV. When this was the case, we did not 

bother ourselves considering how it would be if we had multiple AGVs delivering goods simulta-

neously. It is clear that they would need to communicate to each other for many reasons. For ex-

ample, we would not want to see two AGV’s motionless due to the reason that they detect each 

other as an obstacle in front. Such problems may be overcome by establishing a communication 

protocol among the AGVs. One more important aspect would be to restrict their movement abili-

ties on specific lines, such as letting them move only in one direction due to the fact that another 

AGV might be following the same line behind. This change would also possibly affect the algo-

rithm to find the shortest way. Now, the AGV finds the shortest way to the destination right before 

it starts moving and it does not change this decided path due to any reason later on. However, it 

would be ideal to be able to change the decided path with another one which is the same length 

(there may be many paths between two points with same length) when the decided path overlaps 

with another AGV’s path or when an obstacle is detected on the way. This requires having a dif-

ferent algorithm that can find the shortest way again when needed.  

There are also some technologies we wanted to implement in our proof of concept but we could 

not, due to time limitations. For example, the AGV does not have any security measures for a lost 

communication with the monitoring screen. We would like the AGV to stop when the communi-

cation is lost since it would be impossible to monitor it anymore. The monitoring screen shows 

some real-time pieces of information from the AGV itself, but it does not record them for further 

investigation if needed. In addition, there is another security measure the AGV does not possess: 

it does not check if it is on the correct path to the destination. Due to an error in the code, the AGV 

may start following the wrong line. Since it does not have any means of self-checking the path, it 

will keep following the same line. In this scenario, it will not be able to arrive to the next RFID 

tag it needs to read and therefore keep following the line. Currently, it does not stop even when 

the line is over since we did not implement the condition for all IRs seeing floor’s color due to the 

reason mentioned in the first testing session. Another point we want to discuss is the option to 

select speed. The AGV does not provide any option to select speed for the moment. It would be 

good to have an option to let the AGV move a little bit faster for urgent deliveries. Moreover, the 

communication between the AGV and the monitoring screen is now established through a wire, 

which is far from ideal. Our initial idea was to transfer data wirelessly. Unfortunately, even though 

we had bought the necessary wireless module, we have not used it due to time limitations. One 

more parameter we wanted to display on monitoring screen was the voltage level of the battery. 

This was also left undone for the same reason. Moreover, the theft protection system can be further 

improved by employing an accelerometer instead of the tilt sensor for better measurements.     

A very important aspect that was mistakenly neglected is related to the mode of operation of the 

vehicle. The robot was designed to wait for the destination input from the user, travel to that loca-

tion on the shortest way and then wait for another destination to be given again one the destination 

is reached. This method would probably never be useful in a medical institution, because it is 
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highly inefficient. It erroneously assumes an employee of the hospital knows where the AGV has 

to go after it delivered something to their location. A more sensible mode of operation would be 

to allow a user to send items to more than one specific place. In that case, the AGV would travel 

on the shortest way to the closest location among the selected ones, wait for a member of the 

medical staff to pick up the necessary goods and press a button to indicate that the robot could 

continue its trip to the next closest location. In fact, the “All Wards” option displayed on the main 

menu of the LCD was supposed to be exactly that, a mode in which the AGV would travel to 

multiple location without waiting for new input from the user at every stop along the way. Again, 

due to time limitations, it was impossible for us to write this function. 

Considering the paragraph above, for scheduled deliveries with large quantities to multiple loca-

tions, such as lunch delivery to patient wards, the work flow could be formulated as shown in Fig. 

51. The steps are explained below. 

1. Authorized personnel schedules a delivery, also indicating the type of good to be delivered 

as well as the delivery locations.  

2. Based on the selected good, the AGV first goes to appropriate location and waits to be 

loaded. 

3. Once the member of the personnel approves that the good is loaded into the AGV, it starts 

delivering the good to each selected location. Each time the AGV arrives to one of the 

selected locations, it waits for the command to continue delivering.  

4. Once the delivery to selected locations is completed, the AGV returns to the charging sta-

tion.  

 

The infrared sensors used in the robot had a short range of detection for black and white surfaces, 

as a result they were placed very close to the ground which is not practical in case of real applica-

tion because a clearance space is required below the robot, thus these sensors should be replaced 

with sensors having larger range. Furthermore, the precision of line following can be easily im-

proved by using more IR sensors, which will provide more combinations as conditions for position 

adjustment. Due to unexpected development, the IR sensors were powered through a separate 

Deliveries Are 
Scheduled

AGV is Filled 
with Necessary 

Goods

Delivery to Each 
Location

AGV Comes Back

Fig. 51: Correct Work Flow for the AGV 
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power supply but for future prospects the sensors should be connected to the main battery and the 

supply to them should be maintained at a constant voltage level through the use of a linear voltage 

regulator or a switching regulator. 

Similar to the IR sensors, the RFID reader had a limited range and thus it was placed very close to 

the ground to read the RFID tags and the limited range also resulted in the robot sometimes missing 

the RFID tags, which affected the implementation of shortest path algorithm. Therefore, an RFID 

reader of larger range should be used instead. 
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7. Conclusion 

After the research made on the logistic necessities of healthcare in Denmark and abroad, we can 

conclude that there is not a single answer for our initiating problem. Not only because there are 

different ways of optimizing logistics in a hospital, but because the needs of every medical insti-

tution vary from one another depending on their specific characteristics (location, size, internal 

regulations, types of patients treated, etc.). It is indeed very difficult to make a device that can 

adapt to most of those necessities, be attractive from a commercial point of view and not entail 

any alteration of the building structure. Our idea for this project was to make something as general 

as possible so it can be useful for the widest variety of cases. Apart from the conceptual idea behind 

it, the actual implementation of the proof of concept has also been troublesome: we merged dif-

ferent technologies in a single device, and that entailed problems. For example, the security system 

needs an accelerometer instead of a tilt sensor in order to be really theft proof, the IR sensors seem 

to have an unstable behavior and we could not manage to make the wireless communication mod-

ule work. The user interface, the algorithms for line-following and finding the shortest way and 

the wireless charging work flawlessly though. Even if the behavior of the robot is far from perfect 

and some of our initial ideas could not be included, the AGV is able to carry items from A to B in 

a simple and efficient way.  
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Appendices 

Appendix 1. Complete Arduino Code 

1. // LIBRARIES   
2. #include < DallasTemperature.h >  
3. #include < OneWire.h >  
4. #include < Key.h >  
5. #include < Keypad.h >  
6. #include < LiquidCrystal_I2C.h >  
7. #include < MFRC522.h >  
8. // DEFINATIONS   
9. #define serial_output 2 
10. #define SENSOR_PIN4 33 
11. #define outPin 34 
12. #define N 4 
13. #define SS_PIN 48 
14. #define RST_PIN 53 
15. #define LED5 5 
16. #define LED2 2 
17. #define LED6 6 
18. #define LED4 4  
19. // VARIABLES  
20. // Temperature sensor   
21. float temp;   
22. int Alarm = 0;   
23. OneWire oneWire(serial_output);  
24. // Pass our data to convert it into celsius temperature    
25. DallasTemperature sensors( & oneWire);  
26. // Buzzer and ultrasonic sensors   
27. const int echoPin = 29;   
28. const int trigPin = 28;   
29. long duration;   
30. int distance;  
31. // IR sensors 
32. // A is the right motor and B is the left motor    
33. const int dir_A = 12;   
34. const int dir_B = 13;   
35. const int brake_A = 9;   
36. const int brake_B = 8;   
37. const int PWM_A = 3;   
38. const int PWM_B = 11;  
39. // Above 145, all readings classify as black colour   

40. const int upperthreshold = 145;  
41. // Below 30, all readings classify as white colour   
42. const int lowerthreshold = 30;   
43. int mappedvalue1 = 0; // sensor number one   
44. int mappedvalue2 = 0; // sensor number two   
45. int mappedvalue3 = 0; // sensor number three   
46. int mappedvalue4 = 0; // sensor number four 
47. int mappedvalue5 = 0; // sensor number five      
48. int breakvar = 1;   
49. const int trigPin1 = 22;   
50. const int echoPin1 = 23;   
51. const int trigPin2 = 24;   
52. const int echoPin2 = 25;   
53. const int trigPin3 = 26;   
54. const int echoPin3 = 27;   
55. int detectDist = 20;   
56. int distance1;   
57. int distance2;   
58. int distance3;   
59. int firstWhite = 0;   
60. int flag = 0;  
61. // LCD and keypad   
62. const byte ROWS = 4;   
63. const byte COLS = 4;   
64. char keys[ROWS][COLS] = {{'1', '2', '3', 'A'}, {'4', '5', '6', 'B'}, {'7',

 '8', '9', 'C'}, {'/', '0', '.', 'D'}};   
65. byte rowpins[ROWS] = {45, 43, 41, 39};   
66. byte colpins[COLS] = {44, 42, 40, 38};   
67. Keypad kp = Keypad(makeKeymap(keys), rowpins, colpins, ROWS, COLS);   
68. LiquidCrystal_I2C lcd(0x27, 20, 4);  
69. // Stores the PIN that allows further interaction with the robot   
70. const char pin[N] = {'1', '2', '3', '4'};  
71. //Store the current location of the cursor   
72. int cursrow;   
73. int curscol;  
74. //When 1, it indicates the movement of the cursor from OneRoomMenu1 to On-

eRoomMenu2   
75. int pagechange = 0;  
76. // RFID and shortest way   
77. MFRC522 mfrc522(SS_PIN, RST_PIN);  
78. // Srores xy coordinates of starting point and the destination    
79. int route[2] = {34, 00};  
80. // Stores the x and y values of the both starting point and destina-

tion separately   
81. int myPoints[2][2] = {{0, 0}, {0, 0}};  
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82. // Stores the decided-direction of the ro-
bot.(1=left, 2=up, 3=right, 4=down)  

83. // Initialized as 0, values will change in the program   
84. int setDirection[2] = {0, 0};  
85. // Stores present location xy coordinates based on RFID readings   
86. int presentLocation = 34;  
87. // Stores present location xy coordinates separately    
88. int presentLocationMatrix[2] = {3, 4}; //    
89. int realPresentLocationMatrix[2] = {3, 4};  
90. // Stores destination xy coordinates separately   
91. int destinationLocationMatrix[2] = {0, 0};  
92. // While finding the shortest way, this variable stores temporary xy coor-

dinates of nearby RFID tags, when needed   
93. int tempLocationMatrix[2] = {0, 0};  
94. // Store common directions between decided-directions and available direc-

tions from the present node    
95. int commonDirections[2] = {0, 0};  
96. // Stores calculated coordinates of a particular point    
97. int coordinates[2] = {0, 0};  
98. // Stores instant direction of the robot.(1=left, 2=up, 3=right, 4=down)   
99. int instantDirection = 3;  
100. //stores available directions possi-

ble from each RFID tag. (0=not available,1=left, 2=up, 3=right, 4=down)   
101. const int Nodes[30][4] = {{0,2,0,4},{0,2,3,4},{0,2,3,4},{0,2,0,4},

{0,2,3,0},{1,2,0,0},{0,2,0,4},{1,2,3,4},{1,0,3,0},{1,0,3,0},{1,2,3,4},{0,2
,0,4},{0,2,3,0},{1,2,0,0},{0,2,0,4},{1,2,0,4},{1,0,0,4},{1,0,3,4},{1,0,3,0
},{1,0,3,0},{1,2,3,4},{0,2,0,4},{1,2,0,4},{1,0,0,4},{1,0,3,4},{1,0,3,0},{0
,0,3,4},{0,2,3,0},{1,0,3,0},{1,2,3,4}}; 

102.  // Stores the index of the particular RFID tag in the ar-
ray called Nodes                                                   

103. const int index[88]= 
{0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 26, 27, 0, 0, 0, 0, 0, 0, 0, 0, 25, 28, 
0, 0, 0, 0, 0, 0, 0, 0, 24, 29, 0, 1, 2, 3, 4, 0, 0, 0, 23, 22, 21, 20, 7,
 6, 5, 0, 0, 0, 0, 0, 0, 19, 8, 0, 0, 0, 0, 0, 0, 0, 0, 18, 9, 0, 0, 0, 0,
 0, 0, 0, 0, 17, 10, 11, 12, 0, 0, 0, 0, 0, 0, 16, 15, 14, 13};  

104. // Stores the found shortest way to the destina-
tion, in terms of xy coordinates.                        

105. int shortestWay[15][2] = 
{{3,4},{9,9},{9,9},{9,9},{9,9},{9,9},{9,9},{9,9},{9,9},{9,9},{9,9},{9,9},{
9,9},{9,9},{9,9}}; 

106. int y = 1; //used as an index for array called shortestWay   
107. int t = 0; //used to control a while loop  
108. // Stores xy coordinates of each RFID tag 
109. const int rooms[30][2] = {{1,1},{1,2},{2,1},{2,2},{3,1},{3,2},{3,3

},{3,4},{3,5},{3,6},{3,7},{4,1},{4,2},{4,3},{4,4},{4,5},{4,6},{4,7},{5,4},
{5,5},{6,4},{6,5},{7,4},{7,5},{7,6},{7,7},{8,4},{8,5},{8,6},{8,7}};  

110. // Stores xy coordinates of all intersection points 
111. const int InterSetions[18][2] =   

{{1,1},{1,2},{3,1},{3,2},{3,7},{4,7},{4,1},{4,2},{3,4},{3,5},{4,4},{4,5},{
7,4},{7,5},{7,7},{8,7},{8,4},{8,5}};  

112. // Stores the distance to a particular intersection point   
113. int closeness[18] = {0}; 
114. // Stores the closest intersection point to the present location   
115. int closestIntersection[2] = {0}; 
116. // FUNCTION PROTOTYPES 
117. // LCD and keypad  
118. //displays the blinking cursor to a desired loca-

tion and gets its coordinates   
119. void showCursor(int, int);  
120. //shows greetings menu   
121. void greetings();  
122. //clears the screen, sets the curosor to (0,0) and deac-

tivates the blinking cursor    
123. void clearScreen();  
124. //compares the pin introduced by the user with const char pin[N]   
125. void checkPin(char[], int);  
126. //selects an option when 'C' is pressed   
127. bool select(char);  
128. //goes to the previous menu when 'D' is prssed   
129. bool back(char);  
130. //asks the user to introduce the PIN    
131. int askPin(char[], int); 
132. /** "Go to" Functions **/   
133. /* Give the coordi-

nates of the room(s) the user sends the AVG to. * The func-
tion names are self-explaatory.*/   

134. void goStart();   
135. void allWards();   
136. void canteen();   
137. void pharmacy();   
138. void laundry();   
139. void ward1();   
140. void ward2();   
141. void ward3();   
142. void ward4();   
143. void ward5();  
144. /** Menues **/   
145. /* There are 3 menues in to-

tal: Main Menu and One Room Menu(this is the menu  * that ap-
pears when the user selects the One Room des-
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tianation in the  * Main Menu and it com-
prises two pags that have to be treated as individ-
ual  * menues. Hence, we can say there are 3 mnues in total). */   

146. /* Display the menues. Each menu function calls the correspond-
ing navigate  * function.*/   

147. void mainMenu();   
148. void oneRoomMenu1();   
149. void oneRoomMenu2();   
150. /* Allow navigation and selection in the menues. Each navi-

gate function calls  * the corresponding moveCursor function.*/   
151. void navigateMainMenu(char);   
152. void navigateOneRoomMenu1(char);   
153. void navigateOneRoomMenu2(char);  
154. /* Allow up/down cursor movement in the menues */   
155. void moveCursorMainMenu(char);   
156. void moveCursorOneRoomMenu1(char);   
157. void moveCursorOneRoomMenu2(char); 
158. // IR sensors   
159. int mapValue(int); // Maps the value of sensors to 255   
160. void getSensorReadings(); // Gets the reading of the IR sensor   
161. void lineFollowing(); // Tests the condition for follow-

ing the black line   
162. void motorRun(char, char, int); 
163. // Runs the motor based on the motor ,direc-

tion ,and speed given as arguments    
164. void motorMovement(); // Calls the function "interSec-

tion" and "lineFollowing"   
165. void interSection(); // Tests the condition when the ro-

bot sees an intersection   
166. void turnRight90(); // Turns the robot by 90 degree to the right   
167. void turnLeft90(); // Turns the robot by 90 de-

gree to the left // RFID and shortest way   
168. void sendDestinationInfo(); // Sends destination point to the mon-

itoring screen   
169. void decideDirection(); // Decides the next move-

ment(left, right, forward, back) and executes it   
170. void decideNextNode(); // Decides the next loca-

tion the AGV should traverse to arrive to the destinaiton in the short-
est possible way   

171. void goToNextNode(int); // Updates the present location to the de-
cided next node   

172. void assumeNextNode(int); // Temporarly assumes the robot trav-
eled to a particular location by updating tempLocationMatrix   

173. int calculateDistance(); // Calculates distance be-
tween two points    

174. void FindClosestIntersection(); // Finds the closest intersec-
tion to the present location   

175. void findDirection(); // Finds the necessary direc-
tions to be taken to arrive to destination in the shortest way possible   

176. void findCoordinates(int[]); // Calculates the coordi-
nates of a given point   

177. void turnOffLEDs(); // Turns off the LEDs // Temperature Sensor   
178. void temperature(); // Sends tmperature values to monitor-

ing screen // Buzzer and ultrasonic sensors    
179. void security(); // Checks particular sensor readings and de-

tects anomalies, if any   
180. void buzzer(); // Beeps the buzzer   
181. void obstacleDetection(); // Includes functions for detecting ob-

stacle   
182. void getDistance(); // Includes functions for getting read-

ings from ultrasonic sensors   
183. int getReading_US(int, int); // Gets readings for each ultra-

sonic sensor   
184. void detectionCondition(); // Checks if the distance to the ob-

ject is critical   
185. void ultraSonic(int, int); // Calculates the distance to the ob-

ject in front   
186. void setup() {  
187. // Buzzer and ultrasonic sensors    
188.     pinMode(SENSOR_PIN4, INPUT_PULLUP);   
189.     pinMode(echoPin, INPUT);   
190.     pinMode(trigPin, OUTPUT);   
191.     pinMode(outPin, OUTPUT);  
192. // Temperature sensor   
193.     sensors.begin();  
194. // IR sensors   
195.     pinMode(dir_A, OUTPUT);   
196.     pinMode(dir_B, OUTPUT);   
197.     pinMode(brake_A, OUTPUT);   
198.     pinMode(brake_B, OUTPUT);   
199.     pinMode(trigPin1, OUTPUT);   
200.     pinMode(echoPin1, INPUT);   
201.     pinMode(trigPin2, OUTPUT);   
202.     pinMode(echoPin2, INPUT);   
203.     pinMode(trigPin3, OUTPUT);   
204.     pinMode(echoPin3, INPUT);  
205. // RFID and shortest way   
206.     Serial.begin(9600);   
207.     SPI.begin();   
208.     mfrc522.PCD_Init();   
209.     pinMode(LED5, OUTPUT);   
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210.     pinMode(LED2, OUTPUT);   
211.     pinMode(LED6, OUTPUT);   
212.     pinMode(LED4, OUTPUT);   
213.     turnOffLEDs(); 
214.  //LCD and keypad   
215.     lcd.init();   
216.     lcd.backlight();   
217.     clearScreen();   
218. }   
219. void loop() {   
220.         sendDestinationInfo();   
221.         char trypin[N];   
222.         lcd.backlight();   
223.         checkPin(trypin, N);   
224.         mainMenu();   
225.         clearScreen();   
226.         sendDestinationInfo();   
227.         while (presentLocation != route[1]) {   
228.             findDirection();   
229.             decideNextNode();   
230.         }   
231.         t = 0;   
232.         while (!t) {   
233.             while (1) {   
234.                 decideDirection();   
235.                 breakvar = 1;   
236.                 while (breakvar) {   
237.                     motorMovement();   
238.                     obstacleDetection();   
239.                     security();   
240.                 }   
241.                 readRFID();   
242.                 if (realPresentLocationMatrix[0] == destination-

LocationMatrix[0] && realPresentLocationMatrix[1] == destinationLocation-
Matrix[1]) {   

243.                     digitalWrite(LED5, HIGH);   
244.                     digitalWrite(LED2, HIGH);   
245.                     digitalWrite(LED6, HIGH);   
246.                     digitalWrite(LED4, HIGH);   
247.                     digitalWrite(brake_A, HIGH);   
248.                     digitalWrite(brake_B, HIGH);   
249.                     delay(1000);   
250.                     route[1] = 00;   
251.                     destinationLocationMatrix[0] = 0;   
252.                     destinationLocationMatrix[1] = 0;   
253.                     int u;   

254.                     int c;   
255.                     for (u = 0; u < 15; u++) {   
256.                         for (c = 0; c < 2; c++) {   
257.                             shortestWay[u][c] = 9;   
258.                         }   
259.                     }   
260.                     shortestWay[0][0] = presentLocationMa-

trix[0];   
261.                     shortestWay[0][1] = presentLocationMa-

trix[1];   
262.                     y = 1;   
263.                     break;   
264.                 }   
265.                 decideDirection();   
266.                 temperature();   
267.             }   
268.         }   
269.     }  
270. // FUNCTIONS   
271. void sendDestinationInfo() {   
272.     switch (route[1]) {   
273.         case 11:   
274.             Serial.write(111);   
275.             break;   
276.         case 12:   
277.             Serial.write(112);   
278.             break;   
279.         case 21:   
280.             Serial.write(121);   
281.             break;   
282.         case 22:   
283.             Serial.write(122);   
284.             break;   
285.         case 31:   
286.             Serial.write(131);   
287.             break;   
288.         case 32:   
289.             Serial.write(132);   
290.             break;   
291.         case 33:   
292.             Serial.write(133);   
293.             break;   
294.         case 34:   
295.             Serial.write(134);   
296.             break;   
297.         case 35:   
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298.             Serial.write(135);   
299.             break;   
300.         case 36:   
301.             Serial.write(136);   
302.             break;   
303.         case 37:   
304.             Serial.write(137);   
305.             break;   
306.         case 41:   
307.             Serial.write(141);   
308.             break;   
309.         case 42:   
310.             Serial.write(142);   
311.             break;   
312.         case 43:   
313.             Serial.write(143);   
314.             break;   
315.         case 44:   
316.             Serial.write(144);   
317.             break;   
318.         case 45:   
319.             Serial.write(145);   
320.             break;   
321.         case 46:   
322.             Serial.write(146);   
323.             break;   
324.         case 47:   
325.             Serial.write(147);   
326.             break;   
327.         case 54:   
328.             Serial.write(154);   
329.             break;   
330.         case 55:   
331.             Serial.write(155);   
332.             break;   
333.         case 64:   
334.             Serial.write(164);   
335.             break;   
336.         case 65:   
337.             Serial.write(165);   
338.             break;   
339.         case 74:   
340.             Serial.write(174);   
341.             break;   
342.         case 75:   
343.             Serial.write(175);   

344.             break;   
345.         case 76:   
346.             Serial.write(176);   
347.             break;   
348.         case 77:   
349.             Serial.write(177);   
350.             break;   
351.         case 84:   
352.             Serial.write(184);   
353.             break;   
354.         case 85:   
355.             Serial.write(185);   
356.             break;   
357.         case 86:   
358.             Serial.write(186);   
359.             break;   
360.         case 87:   
361.             Serial.write(187);   
362.             break;   
363.         default:   
364.             Serial.write(000);   
365.             break;   
366.     }   
367. }   
368. void decideDirection() {   
369.     turnOffLEDs();   
370.     if ((shortestWay[y][0] - realPresentLocationMa-

trix[0]) > 0) {   
371.         switch (instantDirection) {   
372.             case 3:   
373.                 digitalWrite(LED2, HIGH);   
374.                 forward();   
375.                 break;   
376.             case 2:   
377.                 digitalWrite(LED6, HIGH);   
378.                 goBitForward();   
379.                 turnRight90();   
380.                 break;   
381.             case 1:   
382.                 digitalWrite(LED4, HIGH);   
383.                 goBitForward();   
384.                 turnLeft90();   
385.                 digitalWrite(brake_A, HIGH);   
386.                 digitalWrite(brake_B, HIGH);   
387.                 delay(50);   
388.                 turnLeft90();   
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389.                 break;   
390.             case 4:   
391.                 digitalWrite(LED5, HIGH);   
392.                 goBitForward();   
393.                 turnLeft90();   
394.                 break;   
395.         }   
396.         instantDirection = 3;   
397.     } else if ((shortestWay[y][0] - realPresentLocationMa-

trix[0]) < 0) {   
398.         switch (instantDirection) {   
399.             case 1:   
400.                 digitalWrite(LED2, HIGH);   
401.                 forward();   
402.                 break;   
403.             case 4:   
404.                 digitalWrite(LED6, HIGH);   
405.                 goBitForward();   
406.                 turnRight90();   
407.                 break;   
408.             case 3:   
409.                 digitalWrite(LED4, HIGH);   
410.                 goBitForward();   
411.                 turnLeft90();   
412.                 digitalWrite(brake_A, HIGH);   
413.                 digitalWrite(brake_B, HIGH);   
414.                 delay(50);   
415.                 turnLeft90();   
416.                 break;   
417.             case 2:   
418.                 digitalWrite(LED5, HIGH);   
419.                 goBitForward();   
420.                 turnLeft90();   
421.                 break;   
422.         }   
423.         instantDirection = 1;   
424.     } else if ((shortestWay[y][1] - realPresentLocationMa-

trix[1]) > 0) {   
425.         switch (instantDirection) {   
426.             case 4:   
427.                 digitalWrite(LED2, HIGH);   
428.                 forward();   
429.                 break;   
430.             case 3:   
431.                 digitalWrite(LED6, HIGH);   
432.                 goBitForward();   

433.                 turnRight90();   
434.                 break;   
435.             case 2:   
436.                 digitalWrite(LED4, HIGH);   
437.                 goBitForward();   
438.                 turnLeft90();   
439.                 digitalWrite(brake_A, HIGH);   
440.                 digitalWrite(brake_B, HIGH);   
441.                 delay(50);   
442.                 turnLeft90();   
443.                 break;   
444.             case 1:   
445.                 digitalWrite(LED5, HIGH);   
446.                 goBitForward();   
447.                 turnLeft90();   
448.                 break;   
449.         }   
450.         instantDirection = 4;   
451.     } else if ((shortestWay[y][1] - realPresentLocationMa-

trix[1]) < 0) {   
452.         switch (instantDirection) {   
453.             case 2:   
454.                 digitalWrite(LED2, HIGH);   
455.                 forward();   
456.                 break;   
457.             case 1:   
458.                 digitalWrite(LED6, HIGH);   
459.                 goBitForward();   
460.                 turnRight90();   
461.                 break;   
462.             case 4:   
463.                 digitalWrite(LED4, HIGH);   
464.                 goBitForward();   
465.                 turnLeft90();   
466.                 digitalWrite(brake_A, HIGH);   
467.                 digitalWrite(brake_B, HIGH);   
468.                 delay(50);   
469.                 turnLeft90();   
470.                 break;   
471.             case 3:   
472.                 digitalWrite(LED5, HIGH);   
473.                 goBitForward();   
474.                 turnLeft90();   
475.                 break;   
476.         }   
477.         instantDirection = 2;   
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478.     }   
479. }   
480. void decideNextNode() {   
481.     int i;   
482.     int xp = 0;   
483.     int d = index[presentLocation];   
484.     for (i = 0; i < 4; i++) {   
485.         int m;   
486.         for (m = 0; m < 2; m++) {   
487.             if (Nodes[d][i] == setDirection[m]) {   
488.                 commonDirections[xp] = Nodes[d][i];   
489.                 xp++;   
490.             }   
491.         }   
492.     }   
493.     if (xp > 1) {   
494.         int distance[2];   
495.         int m;   
496.         int op;   
497.         for (m = 0; m < xp; m++) {   
498.             assumeNextNode(commonDirections[m]);   
499.             distance[m] = calculateDistance();   
500.             if ((tempLocationMatrix[0] == 3 && tempLocationMa-

trix[1] == 1) || (tempLocationMatrix[0] == 3 && tempLocationMa-
trix[1] == 2) || (tempLocationMatrix[0] == 4 && tempLocationMa-
trix[1] == 1) || (tempLocationMatrix[0] == 4 && tempLocationMa-
trix[1] == 2) || (tempLocationMatrix[0] == 3 && tempLocationMa-
trix[1] == 4) || (tempLocationMatrix[0] == 3 && tempLocationMa-
trix[1] == 5) || (tempLocationMatrix[0] == 4 && tempLocationMa-
trix[1] == 4) || (tempLocationMatrix[0] == 4 && tempLocationMa-
trix[1] == 5) || (tempLocationMatrix[0] == 7 && tempLocationMa-
trix[1] == 4) || (tempLocationMatrix[0] == 7 && tempLocationMa-
trix[1] == 5) || (tempLocationMatrix[0] == 8 && tempLocationMa-
trix[1] == 4) || (tempLocationMatrix[0] == 8 && tempLocationMa-
trix[1] == 5) || (tempLocationMatrix[0] == 1 && tempLocationMa-
trix[1] == 1) || (tempLocationMatrix[0] == 1 && tempLocationMa-
trix[1] == 2) || (tempLocationMatrix[0] == 3 && tempLocationMa-
trix[1] == 7) || (tempLocationMatrix[0] == 4 && tempLocationMa-
trix[1] == 7) || (tempLocationMatrix[0] == 7 && tempLocationMa-
trix[1] == 7) || (tempLocationMatrix[0] == 8 && tempLocationMa-
trix[1] == 7)) {   

501.                 op = m;   
502.             }   
503.         }   
504.         if (distance[0] > distance[1]) {   
505.             commonDirections[0] = commonDirections[1];   

506.             commonDirections[1] = 0;   
507.         } else if (distance[0] < distance[1]) {   
508.             commonDirections[0] = commonDirections[0];   
509.             commonDirections[1] = 0;   
510.         } else if (distance[0] == distance[1]) {   
511.             commonDirections[0] = commonDirections[op];   
512.             commonDirections[1] = 0;   
513.         }   
514.     }   
515.     goToNextNode(commonDirections[0]);   
516. }   
517. void goToNextNode(int m) {   
518.     switch (m) {   
519.         case 1:   
520.             presentLocationMatrix[0] = presentLocationMa-

trix[0] - 1;   
521.             presentLocationMatrix[1] = presentLocationMatrix[1];   
522.             break;   
523.         case 2:   
524.             presentLocationMatrix[0] = presentLocationMatrix[0];   
525.             presentLocationMatrix[1] = presentLocationMa-

trix[1] - 1;   
526.             break;   
527.         case 3:   
528.             presentLocationMatrix[0] = presentLocationMa-

trix[0] + 1;   
529.             presentLocationMatrix[1] = presentLocationMatrix[1];   
530.             break;   
531.         case 4:   
532.             presentLocationMatrix[0] = presentLocationMatrix[0];   
533.             presentLocationMatrix[1] = presentLocationMa-

trix[1] + 1;   
534.             break;   
535.     }   
536.     presentLocation = (presentLocationMatrix[0] * 10) + (present-

LocationMatrix[1]);   
537.     int next;   
538.     int mz;   
539.     for (mz = 0; mz < 15; mz++) {   
540.         if (shortestWay[mz][0] == 9) {   
541.             next = mz;   
542.             break;   
543.         }   
544.     }   
545.     shortestWay[next][0] = presentLocationMatrix[0];   
546.     shortestWay[next][1] = presentLocationMatrix[1];   
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547.     commonDirections[0] = 0;   
548.     commonDirections[1] = 0;   
549.     route[0] = presentLocation;   
550.     myPoints[0][0] = 0;   
551.     myPoints[0][1] = 0;   
552.     myPoints[1][0] = 0;   
553.     myPoints[1][1] = 0;   
554. }   
555. void assumeNextNode(int m) {   
556.     switch (m) {   
557.         case 1:   
558.             tempLocationMatrix[0] = presentLocationMa-

trix[0] - 1;   
559.             tempLocationMatrix[1] = presentLocationMatrix[1];   
560.             break;   
561.         case 2:   
562.             tempLocationMatrix[0] = presentLocationMatrix[0];   
563.             tempLocationMatrix[1] = presentLocationMa-

trix[1] - 1;   
564.             break;   
565.         case 3:   
566.             tempLocationMatrix[0] = presentLocationMa-

trix[0] + 1;   
567.             tempLocationMatrix[1] = presentLocationMatrix[1];   
568.             break;   
569.         case 4:   
570.             tempLocationMatrix[0] = presentLocationMatrix[0];   
571.             tempLocationMatrix[1] = presentLocationMa-

trix[1] + 1;   
572.             break;   
573.     }   
574. }   
575. int calculateDistance() {   
576.     int distance;   
577.     int x[2];   
578.     int y[2];   
579.     findCoordinates(tempLocationMatrix);   
580.     x[0] = coordinates[0];   
581.     y[0] = coordinates[1];   
582.     findCoordinates(destinationLocationMatrix);   
583.     x[1] = coordinates[0];   
584.     y[1] = coordinates[1];   
585.     distance = abs(x[0] - x[1]) + abs(y[0] - y[1]);   
586.     return distance;   
587. }   
588. void FindClosestIntersection() {   

589.     int j;   
590.     for (j = 0; j < 18; j++) {   
591.         closeness[j] = abs(myPoints[0][0] - InterSec-

tions[j][0]) + abs(myPoints[0][1] - InterSections[j][1]);   
592.     }   
593.     int index = 0;   
594.     int i;   
595.     for (i = 1; i < 18; i++) {   
596.         if (closeness[i] < closeness[index]) {   
597.             index = i;   
598.         }   
599.     }   
600.     closestIntersection[0] = InterSections[index][0];   
601.     closestIntersection[1] = InterSections[index][1];   
602. }   
603. void findDirection() {   
604.     int f;   
605.     for (f = 0; f < 2; f++) {   
606.         int x;   
607.         x = route[f];   
608.         while (!((x >= 0) && (x < 10))) {   
609.             x -= 10;   
610.         }   
611.         myPoints[f][1] = x;   
612.         int y = (route[f] - x) / 10;   
613.         myPoints[f][0] = y;   
614.     }   
615.     if (((myPoints[0][1] == 6) || (myPoints[0][1] == 7)) && ((my-

Points[1][1] == 6) || (myPoints[1][1] == 7)) && (abs(myPoints[0][0] - my-
Points[1][0]) > 2)) {   

616.         if ((myPoints[0][0] - myPoints[1][0]) > 0) {   
617.             setDirection[0] = 1;   
618.         } else {   
619.             setDirection[0] = 3;   
620.         }   
621.         setDirection[1] = 2;   
622.     } else {   
623.         if ((myPoints[0][0] - myPoints[1][0]) > 0) {   
624.             setDirection[0] = 1;   
625.         } else if ((myPoints[0][0] - myPoints[1][0]) < 0) {   
626.             setDirection[0] = 3;   
627.         } else {   
628.             FindClosestIntersection();   
629.             if ((myPoints[0][0] - closestIntersection[0]) > 0) {   
630.                 setDirection[0] = 1;   
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631.             } else if ((myPoints[0][0] - closestIntersec-
tion[0]) < 0) {   

632.                 setDirection[0] = 3;   
633.             } else {   
634.                 setDirection[0] = 5;   
635.             }   
636.         }   
637.         if ((myPoints[0][1] - myPoints[1][1]) > 0) {   
638.             setDirection[1] = 2;   
639.         } else if ((myPoints[0][1] - myPoints[1][1]) < 0) {   
640.             setDirection[1] = 4;   
641.         } else {   
642.             FindClosestIntersection();   
643.             if ((myPoints[0][1] - closestIntersection[1]) > 0) {   
644.                 setDirection[1] = 2;   
645.             } else if ((myPoints[0][1] - closestIntersec-

tion[1]) < 0) {   
646.                 setDirection[1] = 4;   
647.             } else {   
648.                 setDirection[1] = 5;   
649.             }   
650.         }   
651.     }   
652. }   
653. void findCoordinates(int matrix[]) {   
654.     coordinates[0] = matrix[0] * 100;   
655.     coordinates[1] = matrix[1] * 100;   
656. }   
657. void goStart() {   
658.     route[1] = 34;   
659.     destinationLocationMatrix[0] = 3;   
660.     destinationLocationMatrix[1] = 4;   
661. }   
662. void canteen() {   
663.     route[1] = 36;   
664.     destinationLocationMatrix[0] = 3;   
665.     destinationLocationMatrix[1] = 6;   
666. }   
667. void pharmacy() {   
668.     route[1] = 74;   
669.     destinationLocationMatrix[0] = 7;   
670.     destinationLocationMatrix[1] = 4;   
671. }   
672. void laundry() {   
673.     route[1] = 42;   
674.     destinationLocationMatrix[0] = 4;   

675.     destinationLocationMatrix[1] = 2;   
676. }   
677. void ward1() {   
678.     route[1] = 44;   
679.     destinationLocationMatrix[0] = 4;   
680.     destinationLocationMatrix[1] = 4;   
681. }   
682. void ward2() {   
683.     route[1] = 45;   
684.     destinationLocationMatrix[0] = 4;   
685.     destinationLocationMatrix[1] = 5;   
686. }   
687. void ward3() {   
688.     route[1] = 36;   
689.     destinationLocationMatrix[0] = 3;   
690.     destinationLocationMatrix[1] = 6;   
691. }   
692. void ward4() {   
693.     route[1] = 47;   
694.     destinationLocationMatrix[0] = 4;   
695.     destinationLocationMatrix[1] = 7;   
696. }   
697. void ward5() {   
698.     route[1] = 37;   
699.     destinationLocationMatrix[0] = 3;   
700.     destinationLocationMatrix[1] = 7;   
701. }   
702. void mainMenu() {   
703.     char key;   
704.     lcd.print("Select Destination:");   
705.     lcd.setCursor(1, 1);   
706.     lcd.print("Charging Station");   
707.     lcd.setCursor(1, 2);   
708.     lcd.print("All Wards");   
709.     lcd.setCursor(1, 3);   
710.     lcd.print("One Room");   
711.     lcd.setCursor(17, 3);   
712.     lcd.print("1/1");   
713.     showCursor(0, 1);   
714.     navigateMainMenu(key);   
715. }   
716. void navigateMainMenu(char key) {   
717.     while (1) {   
718.         security();   
719.         key = kp.getKey();   
720.         if (select(key)) {   
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721.             clearScreen();   
722.             switch (cursrow) {   
723.                 case 1:   
724.                     goStart();   
725.                     lcd.noBacklight();   
726.                     break;   
727.                 case 2:   
728.                     allWards();   
729.                     lcd.noBacklight();   
730.                     break;   
731.                 case 3:   
732.                     oneRoomMenu1();   
733.                     break;   
734.                 default:   
735.                     mainMenu();   
736.                     break;   
737.             }   
738.             break;   
739.         } else moveCursorMainMenu(key);   
740.     }   
741. }   
742. void moveCursorMainMenu(char key) {   
743.     if (key == 'A' && cursrow > 1) {   
744.         showCursor(curscol, cursrow - 1);   
745.     } else if (key == 'B' && cursrow < 3) {   
746.         showCursor(curscol, cursrow + 1);   
747.     }   
748. }   
749. void oneRoomMenu1() {   
750.     char key;   
751.     lcd.setCursor(1, 0);   
752.     lcd.print("Canteen");   
753.     lcd.setCursor(1, 1);   
754.     lcd.print("Pharmacy");   
755.     lcd.setCursor(1, 2);   
756.     lcd.print("Laundry Room");   
757.     lcd.setCursor(1, 3);   
758.     lcd.print("Ward 1");   
759.     lcd.setCursor(17, 3);   
760.     lcd.print("1/2");   
761.     if (pagechange) {   
762.         showCursor(0, 3);   
763.     } else {   
764.         showCursor(0, 0);   
765.     }   
766.     pagechange = 0;   

767.     navigateOneRoomMenu1(key);   
768. }   
769. void navigateOneRoomMenu1(char key) {   
770.     while (1) {   
771.         security();   
772.         key = kp.getKey();   
773.         if (select(key)) {   
774.             clearScreen();   
775.             switch (cursrow) {   
776.                 case 0:   
777.                     canteen();   
778.                     break;   
779.                 case 1:   
780.                     pharmacy();   
781.                     break;   
782.                 case 2:   
783.                     laundry();   
784.                     break;   
785.                 case 3:   
786.                     ward1();   
787.                     break;   
788.                 default:   
789.                     oneRoomMenu1();   
790.                     break;   
791.             }   
792.             lcd.noBacklight();   
793.             break;   
794.         } else if (back(key)) {   
795.             clearScreen();   
796.             mainMenu();   
797.             break;   
798.         } else {   
799.             moveCursorOneRoomMenu1(key);   
800.             if (cursrow > 3) {   
801.                 clearScreen();   
802.                 oneRoomMenu2();   
803.                 break;   
804.             }   
805.         }   
806.     }   
807. }   
808. void moveCursorOneRoomMenu1(char key) {   
809.     if (key == 'A' && cursrow > 0) {   
810.         showCursor(curscol, cursrow - 1);   
811.     } else if (key == 'B') {   
812.         showCursor(curscol, cursrow + 1);   
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813.     }   
814. }   
815. void oneRoomMenu2() {   
816.     char key;   
817.     lcd.setCursor(1, 0);   
818.     lcd.print("Ward 2");   
819.     lcd.setCursor(1, 1);   
820.     lcd.print("Ward 3");   
821.     lcd.setCursor(1, 2);   
822.     lcd.print("Ward 4");   
823.     lcd.setCursor(1, 3);   
824.     lcd.print("Ward 5");   
825.     lcd.setCursor(17, 3);   
826.     lcd.print("2/2");   
827.     showCursor(0, 0);   
828.     navigateOneRoomMenu2(key);   
829. }   
830. void navigateOneRoomMenu2(char key) {   
831.     while (1) {   
832.         security();   
833.         key = kp.getKey();   
834.         if (select(key)) {   
835.             clearScreen();   
836.             switch (cursrow) {   
837.                 case 0:   
838.                     ward2();   
839.                     break;   
840.                 case 1:   
841.                     ward3();   
842.                     break;   
843.                 case 2:   
844.                     ward4();   
845.                     break;   
846.                 case 3:   
847.                     ward5();   
848.                     break;   
849.                 default:   
850.                     oneRoomMenu2();   
851.                     break;   
852.             }   
853.             lcd.noBacklight();   
854.             break;   
855.         } else if (back(key)) {   
856.             clearScreen();   
857.             mainMenu();   
858.             break;   

859.         } else {   
860.             moveCursorOneRoomMenu2(key);   
861.             if (cursrow < 0) {   
862.                 clearScreen();   
863.                 pagechange = 1;   
864.                 oneRoomMenu1();   
865.                 break;   
866.             }   
867.         }   
868.     }   
869. }   
870. void moveCursorOneRoomMenu2(char key) {   
871.     if (key == 'A') {   
872.         showCursor(curscol, cursrow - 1);   
873.     } else if (key == 'B' && cursrow < 3) {   
874.         showCursor(curscol, cursrow + 1);   
875.     }   
876. }   
877. void showCursor(int col, int row) {   
878.     lcd.setCursor(col, row);   
879.     lcd.cursor();   
880.     lcd.blink();   
881.     curscol = col;   
882.     cursrow = row;   
883. }   
884. bool select(char key) {   
885.     return (key == 'C');   
886. }   
887. bool back(char key) {   
888.     return (key == 'D');   
889. }   
890. void clearScreen() {   
891.     lcd.clear();   
892.     lcd.setCursor(0, 0);   
893.     lcd.noCursor();   
894.     lcd.noBlink();   
895. }   
896. int askPin(char trypin[], int n) {   
897.     lcd.print("Please insert PIN");   
898.     lcd.setCursor(0, 1);   
899.     lcd.print("PIN:");   
900.     int i;   
901.     for (i = 0; i < n; i++) {   
902.         trypin[i] = kp.waitForKey();   
903.         lcd.setCursor(i + 4, 1);   
904.         lcd.print("*");   
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905.     }   
906.     clearScreen();   
907. }   
908. void checkPin(char trypin[], int n) {   
909.     int i, k;   
910.     while (1) {   
911.         security();   
912.         k = 0;   
913.         clearScreen();   
914.         askPin(trypin, N);   
915.         for (i = 0; i < n; i++) {   
916.             if (trypin[i] == pin[i]) k++;   
917.         }   
918.         if (k == 4) {   
919.             clearScreen();   
920.             lcd.setCursor(4, 1);   
921.             lcd.print("PIN Correct!");   
922.             delay(1000);   
923.             break;   
924.         } else {   
925.             lcd.setCursor(5, 1);   
926.             lcd.print("Wrong PIN!");   
927.             lcd.setCursor(5, 2);   
928.             lcd.print("Try again!");   
929.             delay(1000);   
930.             continue;   
931.         }   
932.     }   
933.     clearScreen();   
934. }   
935. void getSensorReadings() {   
936.     int sensorValue1 = analogRead(A7);   
937.     int sensorValue2 = analogRead(A8);   
938.     int sensorValue3 = analogRead(A9);   
939.     int sensorValue4 = analogRead(A12);   
940.     int sensorValue5 = analogRead(A11);   
941.     mappedvalue1 = mapValue(sensorValue1);   
942.     mappedvalue2 = mapValue(sensorValue2);   
943.     mappedvalue3 = mapValue(sensorValue3);   
944.     mappedvalue4 = mapValue(sensorValue4);   
945.     mappedvalue5 = mapValue(sensorValue5);   
946. }   
947. int mapValue(int sensorValue) {   
948.     int mappedvalue = 0;   
949.     mappedvalue = map(sensorValue, 0, 1023, 0, 255);   
950.     return (mappedvalue);   

951. }   
952. void motorRun(char motor, char dir, int spd) {   
953.     if (motor == 'R') {   
954.         switch (dir) {   
955.             case 'F':   
956.                 digitalWrite(dir_A, HIGH);   
957.                 digitalWrite(brake_A, LOW);   
958.                 analogWrite(PWM_A, spd);   
959.                 break;   
960.             case 'B':   
961.                 digitalWrite(dir_A, LOW);   
962.                 digitalWrite(brake_A, LOW);   
963.                 analogWrite(PWM_A, spd);   
964.                 break;   
965.             default:   
966.                 digitalWrite(brake_A, HIGH);   
967.         }   
968.     } else if (motor == 'L') {   
969.         switch (dir) {   
970.             case 'F':   
971.                 digitalWrite(dir_B, HIGH);   
972.                 digitalWrite(brake_B, LOW);   
973.                 analogWrite(PWM_B, spd);   
974.                 break;   
975.             case 'B':   
976.                 digitalWrite(dir_B, LOW);   
977.                 digitalWrite(brake_B, LOW);   
978.                 analogWrite(PWM_B, spd);   
979.                 break;   
980.             default:   
981.                 digitalWrite(brake_B, HIGH);   
982.         }   
983.     }   
984. }   
985. void motorMovement() {   
986.     lineFollowing();   
987.     interSection();   
988. }   
989. void lineFollowing() {   
990.     getSensorReadings();   
991.     if (mappedvalue3 >= upperthreshold && mappedvalue2 <= lower-

threshold && mappedvalue4 <= lowerthreshold && mappedvalue1 <= lower-
threshold && mappedvalue5 <= lowerthresh-
old) { // When sen1=W,sen2=W,sen3=B,sen4=W,sen5=W   

992.         flag = 0;   
993.         motorRun('R', 'F', 255);   
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994.         motorRun('L', 'F', 255);   
995.     } else if (mappedvalue3 <= lowerthresh-

old && mappedvalue2 >= upperthreshold && mappedvalue4 <= lowerthresh-
old && mappedvalue1 <= lowerthreshold && mappedvalue5 <= lowerthresh-
old) { // When sen1=W,sen2=B,sen3=W,sen4=W,sen5=W   

996.         flag = 0;   
997.         motorRun('R', 'F', 255);   
998.         motorRun('L', 'F', 0);   
999.     } else if (mappedvalue3 >= upperthresh-

old && mappedvalue2 >= upperthreshold && mappedvalue4 <= lowerthresh-
old && mappedvalue1 <= lowerthreshold && mappedvalue5 <= lowerthresh-
old) { // When sen1=W,sen2=B,sen3=B,sen4=W,sen5=W   

1000.         flag = 0;   
1001.         motorRun('R', 'F', 255);   
1002.         motorRun('L', 'F', 0);   
1003.     } else if (mappedvalue3 <= lowerthresh-

old && mappedvalue2 <= lowerthreshold && mappedvalue4 >= upperthresh-
old && mappedvalue1 <= lowerthreshold && mappedvalue5 <= lowerthresh-
old) { // When sen1=W ,sen2=W, sen3=W, sen4=B,sen5=W   

1004.         flag = 0;   
1005.         motorRun('R', 'F', 0);   
1006.         motorRun('L', 'F', 255);   
1007.     } else if (mappedvalue3 >= upperthresh-

old && mappedvalue2 <= lowerthreshold && mappedvalue4 >= upperthresh-
old && mappedvalue1 <= lowerthreshold && mappedvalue5 <= lowerthresh-
old) { // When sen1=W,sen2=W,sen3=B,sen4=B,sen5=W   

1008.         flag = 0;   
1009.         motorRun('R', 'F', 0);   
1010.         motorRun('L', 'F', 255);   
1011.     } else if (mappedvalue3 <= lowerthresh-

old && mappedvalue2 <= lowerthreshold && mappedvalue4 >= upperthresh-
old && mappedvalue1 <= lowerthreshold && mappedvalue5 >= upperthresh-
old) { // When sen1&sen2&sen3=W,sen4&sen5=B   

1012.         flag = 0;   
1013.         motorRun('R', 'F', 0);   
1014.         motorRun('L', 'F', 255);   
1015.     } else if (mappedvalue3 <= lowerthresh-

old && mappedvalue2 >= upperthreshold && mappedvalue4 <= lowerthresh-
old && mappedvalue1 >= upperthreshold && mappedvalue5 <= lowerthresh-
old) { // When sen3&sen4&sen5=W,sen1&sen2=B   

1016.         flag = 0;   
1017.         motorRun('R', 'F', 255);   
1018.         motorRun('L', 'F', 0);   

1019.     } else if (mappedvalue1 >= upperthresh-
old && mappedvalue2 <= lowerthreshold && mappedvalue3 <= lowerthresh-
old && mappedvalue4 <= lowerthreshold && mappedvalue5 <= lowerthresh-
old) { // When sen1 sees blak while others see white   

1020.         flag = 0;   
1021.         motorRun('R', 'F', 255);   
1022.         motorRun('L', 'F', 0);   
1023.     } else if (mappedvalue5 >= upperthresh-

old && mappedvalue2 <= lowerthreshold && mappedvalue3 <= lowerthresh-
old && mappedvalue4 <= lowerthreshold && mappedvalue1 <= lowerthresh-
old) { // When sen5 sees black while others see white   

1024.         flag = 0;   
1025.         motorRun('R', 'F', 0);   
1026.         motorRun('L', 'F', 255);   
1027.     }   
1028. }   
1029. void interSection() {   
1030.     int m = millis();   
1031.     if (mappedvalue1 >= upperthreshold && mappedvalue2 >= upper-

threshold && mappedvalue3 >= upperthreshold && mappedvalue4 <= lower-
threshold && mappedvalue5 <= lowerthresh-
old) { // sen1&sen2&sen3=B,sen4&sen5=W   

1032.         breakvar = 0;   
1033.     } else if (mappedvalue1 <= lowerthresh-

old && mappedvalue2 <= lowerthreshold && mappedvalue3 >= upperthresh-
old && mappedvalue4 >= upperthreshold && mappedvalue5 >= upperthresh-
old) { // sen3&sen4&sen5=B,sen1&sen2=W   

1034.         breakvar = 0;   
1035.     } else if (mappedvalue1 >= upperthresh-

old && mappedvalue2 >= upperthreshold && mappedvalue3 >= upperthresh-
old && mappedvalue4 >= upperthreshold && mappedvalue5 <= lowerthresh-
old) { // sen1&sen2&sen3&sen4=B,sen5=W   

1036.         breakvar = 0;   
1037.     } else if (mappedvalue1 <= lowerthresh-

old && mappedvalue2 >= upperthreshold && mappedvalue3 >= upperthresh-
old && mappedvalue4 >= upperthreshold && mappedvalue5 >= upperthresh-
old) { // sen3&sen4&sen5&sen2=B ,sen1=W   

1038.         breakvar = 0;   
1039.     } else if (mappedvalue1 >= upperthresh-

old && mappedvalue2 >= upperthreshold && mappedvalue3 >= upperthresh-
old && mappedvalue4 >= upperthreshold && mappedvalue5 >= upperthresh-
old) { // sen3&sen4&sen5&sen2&sen1=B   

1040.         breakvar = 0;   
1041.     }   
1042. }   
1043. void readRFID() {   
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1044.     while (1) {   
1045.         motorRun('R', 'F', 125);   
1046.         motorRun('L', 'F', 125);   
1047.         if (!mfrc522.PICC_IsNewCardPresent()) {   
1048.             break;   
1049.         } // Select one of the cards   
1050.         if (!mfrc522.PICC_ReadCardSerial()) {   
1051.             break;   
1052.         }   
1053.         String content = "";   
1054.         for (byte i = 0; i < mfrc522.uid.size; i++) {   
1055.             content.concat(String(mfrc522.uid.uid-

Byte[i] < 0x10 ? " 0" : " "));   
1056.             content.concat(String(mfrc522.uid.uidByte[i], HEX));   
1057.         }   
1058.         content.toUpperCase();   
1059.         if (content.substring(1) == "35 12 02 15") {   
1060.             Serial.write(1);   
1061.             realPresentLocationMatrix[0] = 3;   
1062.             realPresentLocationMatrix[1] = 5;   
1063.             y++;   
1064.             t = 1;   
1065.             turnOffLEDs();   
1066.         } else if (content.substring(1) == "35 7A E4 15") {   
1067.             Serial.write(2);   
1068.             realPresentLocationMatrix[0] = 3;   
1069.             realPresentLocationMatrix[1] = 6;   
1070.             y++;   
1071.             t = 1;   
1072.             turnOffLEDs();   
1073.         } else if (content.substring(1) == "35 55 20 15") {   
1074.             Serial.write(3);   
1075.             realPresentLocationMatrix[0] = 3;   
1076.             realPresentLocationMatrix[1] = 7;   
1077.             y++;   
1078.             t = 1;   
1079.             turnOffLEDs();   
1080.         } else if (content.substring(1) == "65 0B 44 15") {   
1081.             Serial.write(4);   
1082.             realPresentLocationMatrix[0] = 4;   
1083.             realPresentLocationMatrix[1] = 7;   
1084.             y++;   
1085.             t = 1;   
1086.             turnOffLEDs();   
1087.         } else if (content.substring(1) == "35 12 89 15") {   
1088.             Serial.write(5);   

1089.             realPresentLocationMatrix[0] = 4;   
1090.             realPresentLocationMatrix[1] = 6;   
1091.             y++;   
1092.             t = 1;   
1093.             turnOffLEDs();   
1094.         } else if (content.substring(1) == "25 E1 E7 15") {   
1095.             Serial.write(6);   
1096.             realPresentLocationMatrix[0] = 4;   
1097.             realPresentLocationMatrix[1] = 5;   
1098.             y++;   
1099.             t = 1;   
1100.             turnOffLEDs();   
1101.         } else if (content.substring(1) == "65 D0 9C 15") {   
1102.             Serial.write(7);   
1103.             realPresentLocationMatrix[0] = 5;   
1104.             realPresentLocationMatrix[1] = 5;   
1105.             y++;   
1106.             t = 1;   
1107.             turnOffLEDs();   
1108.         } else if (content.substring(1) == "25 C8 DB 15") {   
1109.             Serial.write(8);   
1110.             realPresentLocationMatrix[0] = 6;   
1111.             realPresentLocationMatrix[1] = 5;   
1112.             y++;   
1113.             t = 1;   
1114.             turnOffLEDs();   
1115.         } else if (content.substring(1) == "45 56 DC 15") {   
1116.             Serial.write(9);   
1117.             realPresentLocationMatrix[0] = 7;   
1118.             realPresentLocationMatrix[1] = 5;   
1119.             y++;   
1120.             t = 1;   
1121.             turnOffLEDs();   
1122.         } else if (content.substring(1) == "94 2F 24 17") {   
1123.             Serial.write(10);   
1124.             realPresentLocationMatrix[0] = 7;   
1125.             realPresentLocationMatrix[1] = 6;   
1126.             y++;   
1127.             t = 1;   
1128.             turnOffLEDs();   
1129.         } else if (content.substring(1) == "35 6A E1 15") {   
1130.             Serial.write(11);   
1131.             realPresentLocationMatrix[0] = 7;   
1132.             realPresentLocationMatrix[1] = 7;   
1133.             y++;   
1134.             t = 1;   
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1135.             turnOffLEDs();   
1136.         } else if (content.substring(1) == "35 06 6A 15") {   
1137.             Serial.write(12);   
1138.             realPresentLocationMatrix[0] = 8;   
1139.             realPresentLocationMatrix[1] = 7;   
1140.             y++;   
1141.             t = 1;   
1142.             turnOffLEDs();   
1143.         } else if (content.substring(1) == "35 68 AB 15") {   
1144.             Serial.write(13);   
1145.             realPresentLocationMatrix[0] = 8;   
1146.             realPresentLocationMatrix[1] = 6;   
1147.             y++;   
1148.             t = 1;   
1149.             turnOffLEDs();   
1150.         } else if (content.substring(1) == "45 5A 34 15") {   
1151.             Serial.write(14);   
1152.             realPresentLocationMatrix[0] = 8;   
1153.             realPresentLocationMatrix[1] = 5;   
1154.             y++;   
1155.             t = 1;   
1156.             turnOffLEDs();   
1157.         } else if (content.substring(1) == "35 D8 EE 15") {   
1158.             Serial.write(15);   
1159.             realPresentLocationMatrix[0] = 8;   
1160.             realPresentLocationMatrix[1] = 4;   
1161.             y++;   
1162.             t = 1;   
1163.             turnOffLEDs();   
1164.         } else if (content.substring(1) == "84 D1 E0 17") {   
1165.             Serial.write(16);   
1166.             realPresentLocationMatrix[0] = 7;   
1167.             realPresentLocationMatrix[1] = 4;   
1168.             y++;   
1169.             t = 1;   
1170.             turnOffLEDs();   
1171.         } else if (content.substring(1) == "35 99 2A 15") {   
1172.             Serial.write(17);   
1173.             realPresentLocationMatrix[0] = 6;   
1174.             realPresentLocationMatrix[1] = 4;   
1175.             y++;   
1176.             t = 1;   
1177.             turnOffLEDs();   
1178.         } else if (content.substring(1) == "75 5D 51 15") {   
1179.             Serial.write(18);   
1180.             realPresentLocationMatrix[0] = 5;   

1181.             realPresentLocationMatrix[1] = 4;   
1182.             y++;   
1183.             t = 1;   
1184.             turnOffLEDs();   
1185.         } else if (content.substring(1) == "25 E4 D3 15") {   
1186.             Serial.write(19);   
1187.             realPresentLocationMatrix[0] = 4;   
1188.             realPresentLocationMatrix[1] = 4;   
1189.             y++;   
1190.             t = 1;   
1191.             turnOffLEDs();   
1192.         } else if (content.substring(1) == "25 C6 D9 15") {   
1193.             Serial.write(20);   
1194.             realPresentLocationMatrix[0] = 4;   
1195.             realPresentLocationMatrix[1] = 3;   
1196.             y++;   
1197.             t = 1;   
1198.             turnOffLEDs();   
1199.         } else if (content.substring(1) == "35 14 8C 15") {   
1200.             Serial.write(21);   
1201.             realPresentLocationMatrix[0] = 4;   
1202.             realPresentLocationMatrix[1] = 2;   
1203.             y++;   
1204.             t = 1;   
1205.             turnOffLEDs();   
1206.         } else if (content.substring(1) == "45 0B 61 15") {   
1207.             Serial.write(22);   
1208.             realPresentLocationMatrix[0] = 4;   
1209.             realPresentLocationMatrix[1] = 1;   
1210.             y++;   
1211.             t = 1;   
1212.             turnOffLEDs();   
1213.         } else if (content.substring(1) == "25 F3 C0 15") {   
1214.             Serial.write(23);   
1215.             realPresentLocationMatrix[0] = 3;   
1216.             realPresentLocationMatrix[1] = 1;   
1217.             y++;   
1218.             t = 1;   
1219.             turnOffLEDs();   
1220.         } else if (content.substring(1) == "55 A0 3D 15") {   
1221.             Serial.write(24);   
1222.             realPresentLocationMatrix[0] = 2;   
1223.             realPresentLocationMatrix[1] = 1;   
1224.             y++;   
1225.             t = 1;   
1226.             turnOffLEDs();   
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1227.         } else if (content.substring(1) == "25 F1 40 15") {   
1228.             Serial.write(25);   
1229.             realPresentLocationMatrix[0] = 1;   
1230.             realPresentLocationMatrix[1] = 1;   
1231.             y++;   
1232.             t = 1;   
1233.             turnOffLEDs();   
1234.         } else if (content.substring(1) == "35 80 4B 15") {   
1235.             Serial.write(26);   
1236.             realPresentLocationMatrix[0] = 1;   
1237.             realPresentLocationMatrix[1] = 2;   
1238.             y++;   
1239.             t = 1;   
1240.             turnOffLEDs();   
1241.         } else if (content.substring(1) == "35 AB 50 15") {   
1242.             Serial.write(27);   
1243.             realPresentLocationMatrix[0] = 2;   
1244.             realPresentLocationMatrix[1] = 2;   
1245.             y++;   
1246.             t = 1;   
1247.             turnOffLEDs();   
1248.         } else if (content.substring(1) == "25 C6 06 15") {   
1249.             Serial.write(28);   
1250.             realPresentLocationMatrix[0] = 3;   
1251.             realPresentLocationMatrix[1] = 2;   
1252.             y++;   
1253.             t = 1;   
1254.             turnOffLEDs();   
1255.         } else if (content.substring(1) == "55 4E 52 15") {   
1256.             Serial.write(29);   
1257.             realPresentLocationMatrix[0] = 3;   
1258.             realPresentLocationMatrix[1] = 3;   
1259.             y++;   
1260.             t = 1;   
1261.             turnOffLEDs();   
1262.         } else if (content.substring(1) == "45 E3 B7 15") {   
1263.             Serial.write(30);   
1264.             realPresentLocationMatrix[0] = 3;   
1265.             realPresentLocationMatrix[1] = 4;   
1266.             y++;   
1267.             t = 1;   
1268.             turnOffLEDs();   
1269.         }   
1270.     }   
1271. }   
1272. void turnOffLEDs() {   

1273.     digitalWrite(LED5, LOW);   
1274.     digitalWrite(LED2, LOW);   
1275.     digitalWrite(LED6, LOW);   
1276.     digitalWrite(LED4, LOW);   
1277. }   
1278. void turnRight90() {   
1279.     getSensorReadings();   
1280.     while (mappedvalue5 <= lowerthreshold) {   
1281.         motorRun('R', 'B', 255);   
1282.         motorRun('L', 'F', 255);   
1283.         getSensorReadings();   
1284.     }   
1285.     getSensorReadings();   
1286.     while (mappedvalue4 <= lowerthreshold) {   
1287.         motorRun('R', 'B', 200);   
1288.         motorRun('L', 'F', 200);   
1289.         getSensorReadings();   
1290.     }   
1291. }   
1292. void turnLeft90() {   
1293.     getSensorReadings();   
1294.     while (mappedvalue1 <= lowerthreshold) {   
1295.         motorRun('R', 'F', 255);   
1296.         motorRun('L', 'B', 255);   
1297.         getSensorReadings();   
1298.     }   
1299.     getSensorReadings();   
1300.     while (mappedvalue3 <= lowerthreshold) {   
1301.         motorRun('R', 'F', 200);   
1302.         motorRun('L', 'B', 200);   
1303.         getSensorReadings();   
1304.     }   
1305. }   
1306. void goBitForward() {   
1307.     motorRun('R', 'F', 125);   
1308.     motorRun('L', 'F', 125);   
1309.     delay(650);   
1310.     digitalWrite(brake_A, HIGH);   
1311.     digitalWrite(brake_B, HIGH);   
1312. }   
1313. void forward() {   
1314.     motorRun('R', 'F', 125);   
1315.     motorRun('L', 'F', 125);   
1316.     delay(350);   
1317.     digitalWrite(brake_A, HIGH);   
1318.     digitalWrite(brake_B, HIGH);   
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1319. }   
1320. void obstacleDetection() {   
1321.     getDistance();   
1322.     detectionCondition();   
1323. }   
1324. void getDistance() {   
1325.     distance1 = getReading_US(trigPin1, echoPin1);   
1326.     distance2 = getReading_US(trigPin2, echoPin2);   
1327.     distance3 = getReading_US(trigPin3, echoPin3);   
1328. }   
1329. int getReading_US(int trigPin, int echoPin) {   
1330.     long duration;   
1331.     int distance;   
1332.     digitalWrite(trigPin, LOW);   
1333.     delayMicroseconds(2);   
1334.     digitalWrite(trigPin, HIGH);   
1335.     delayMicroseconds(10);   
1336.     digitalWrite(trigPin, LOW);   
1337.     duration = pulseIn(echoPin, HIGH); // Calculates the dis-

tance   
1338.     distance = duration * 0.034 / 2;   
1339.     return (distance);   
1340. }   
1341. void detectionCondition() {   
1342.     while (distance1 <= detectDist || distance2 <= de-

tectDist || distance3 <= detectDist) {   
1343.         digitalWrite(brake_A, HIGH);   
1344.         digitalWrite(brake_B, HIGH);   
1345.         getDistance();   
1346.     }   
1347. }   
1348. void ultraSonic(int trigPin, int echoPin) {   
1349.     digitalWrite(trigPin, LOW);   
1350.     delayMicroseconds(2);   
1351.     digitalWrite(trigPin, HIGH);   
1352.     delayMicroseconds(10);   
1353.     digitalWrite(trigPin, LOW);   
1354.     duration = pulseIn(echoPin, HIGH);   
1355.     distance = duration * 0.034 / 2;   
1356. }   
1357. void buzzer() {   
1358.     tone(outPin, 2300);   
1359.     delay(500);   
1360.     noTone(outPin);   
1361.     delay(500);   
1362. }   

1363. void security() {   
1364.     if (digitalRead(SENSOR_PIN4) == HIGH) {   
1365.         Serial.write(201);   
1366.         digitalWrite(outPin, LOW);   
1367.     } else {   
1368.         digitalWrite(outPin, HIGH);   
1369.         buzzer();   
1370.         Serial.write(200);   
1371.     }   
1372.     ultraSonic(trigPin, echoPin);   
1373.     if (distance > 100) {   
1374.         Serial.write(201);   
1375.         digitalWrite(outPin, HIGH);   
1376.         buzzer();   
1377.         Serial.write(200);   
1378.     } else {   
1379.         digitalWrite(outPin, LOW);   
1380.     }   
1381. }   
1382. void temperature() {   
1383.     sensors.requestTemperatures(); // Ask for a reading 
1384.  // This "0" is because we are us-

ing the first IC in the bus, as this command allows multiplexa-
tion of more than one sensor    

1385.     temp = sensors.getTempCByIndex(0);   
1386.     if (temp < 25.0) {   
1387.         Serial.write(40);   
1388.     } else if (temp >= 25.0 && temp < 30.0) {   
1389.         Serial.write(41);   
1390.     } else if (temp >= 30.0 && temp < 35.0) {   
1391.         Serial.write(42);   
1392.     } else if (temp >= 35.0 && temp < 40.0) {   
1393.         Serial.write(43);   
1394.     } else if (temp >= 40.0 && temp < 45.0) {   
1395.         Serial.write(44);   
1396.     } else if (temp >= 45.0 && temp < 50.0) {   
1397.         Serial.write(45);   
1398.     } else if (temp >= 50.0) {   
1399.         Serial.write(46);   
1400.     }   
1401. }   
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Appendix 2. Processing Code 

1. //Import serial communication library   
2. import processing.serial.*;   
3. Serial myPort;   
4. int xPos = 300;   
5. int yPos = 400;   
6. int temp = 43;   
7. int colorr = 100;   
8. int destination = 100;   
9. int security = 0;   
10. PFont font;   
11. void setup() {   
12.     fullScreen();   
13.     String portName = Serial.list()[0];   
14.     myPort = new Serial(this, portName, 9600);   
15. }   
16. void draw() {   
17.     font = createFont("Georgia", 20);   
18.     textFont(font);   
19.     backImage();   
20.     stroke(255);   
21.     dot();   
22.     battery();   
23.     printInfo();   
24. }   
25. void battery() {   
26.     if (temp == 1) {   
27.         levelOne();   
28.     } else if (temp == 2) {   
29.         levelOne();   
30.         levelTwo();   
31.     } else if (temp == 3) {   
32.         levelOne();   
33.         levelTwo();   
34.         levelThree();   
35.     } else if (temp == 4) {   
36.         levelOne();   
37.         levelTwo();   
38.         levelThree();   
39.         levelFour();   
40.     } else if (temp == 5) {   
41.         levelOne();   
42.         levelTwo();   
43.         levelThree();   

44.         levelFour();   
45.         levelFive();   
46.     } else if (temp == 6) {   
47.         levelOne();   
48.         levelTwo();   
49.         levelThree();   
50.         levelFour();   
51.         levelFive();   
52.         levelSix();   
53.     } else if (temp == 7) {   
54.         levelOne();   
55.         levelTwo();   
56.         levelThree();   
57.         levelFour();   
58.         levelFive();   
59.         levelSix();   
60.         levelSeven();   
61.     }   
62. }   
63. void levelSeven() {   
64.     fill(102, 0, 0);   
65.     rect(1110, 270, 400, 25, 7);   
66.     fill(0, 0, 0);   
67.     text(">50°C", 1280, 290);   
68. }   
69. void levelSix() {   
70.     fill(153, 0, 0);   
71.     rect(1110, 300, 400, 25, 7);   
72.     fill(0, 0, 0);   
73.     text("45°C-50°C", 1260, 320);   
74. }   
75. void levelFive() {   
76.     fill(204, 0, 0);   
77.     rect(1110, 330, 400, 25, 7);   
78.     fill(0, 0, 0);   
79.     text("40°C-45°C", 1260, 350);   
80. }   
81. void levelFour() {   
82.     fill(255, 128, 0);   
83.     rect(1110, 360, 400, 25, 7);   
84.     fill(0, 0, 0);   
85.     text("35°C-40°C", 1260, 380);   
86. }   
87. void levelThree() {   
88.     fill(255, 255, 51);   
89.     rect(1110, 390, 400, 25, 7);   
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90.     fill(0, 0, 0);   
91.     text("30°C-35°C", 1260, 410);   
92. }   
93. void levelTwo() {   
94.     fill(178, 255, 102);   
95.     rect(1110, 420, 400, 25, 7);   
96.     fill(0, 0, 0);   
97.     text("25°C-30°C", 1260, 440);   
98. }   
99. void levelOne() {   
100.     fill(153, 255, 153);   
101.     rect(1110, 450, 400, 25, 7);   
102.     fill(0, 0, 0);   
103.     text("< 25°C", 1280, 470);   
104. }   
105. void dot() {   
106.     fill(0, colorr, 0);   
107.     ellipse(xPos, yPos, 20, 20);   
108. }   
109. void backImage() {   
110.     background(15);   
111.     fill(25, 25, 25);   
112.     rect(25, 60, 1000, 825, 7);   
113.     rect(1040, 60, 550, 425, 7);   
114.     rect(1040, 500, 550, 385, 7);   
115.     fill(190, 190, 190);   
116.     rect(750, 60, 275, 30, 7);   
117.     fill(50, 50, 50);   
118.     text("Real-time Localization", 780, 80);   
119.     fill(190, 190, 190);   
120.     rect(1325, 60, 265, 30, 7);   
121.     fill(50, 50, 50);   
122.     text("Battery Temperature", 1370, 80);   
123.     fill(190, 190, 190);   
124.     rect(1325, 500, 265, 30, 7);   
125.     fill(50, 50, 50);   
126.     text("Info", 1400, 520);   
127.     stroke(250);   
128.     line(75, 75, 425, 75); //A   
129.     line(75, 75, 75, 225); //B   
130.     line(75, 225, 275, 225); //C   
131.     line(275, 225, 275, 725); //D   
132.     line(275, 725, 425, 725); //E   
133.     line(425, 725, 425, 525); //F   
134.     line(425, 75, 425, 375); //G   
135.     line(425, 375, 825, 375); //H   

136.     line(425, 525, 675, 525); //I   
137.     line(675, 525, 675, 725); //J   
138.     line(675, 725, 825, 725); //K   
139.     line(825, 375, 825, 725); //L   
140.     fill(50, 150, 0);   
141.     text("Monitoring Screen", 725, 35);   
142. }   
143. void serialEvent(Serial myPort) {   
144.     int x = myPort.read();   
145.     switch (x) {   
146.         case 1:   
147.             xPos = 300;   
148.             yPos = 500;   
149.             break;   
150.         case 2:   
151.             xPos = 300;   
152.             yPos = 600;   
153.             break;   
154.         case 3:   
155.             xPos = 300;   
156.             yPos = 700;   
157.             break;   
158.         case 4:   
159.             xPos = 400;   
160.             yPos = 700;   
161.             break;   
162.         case 5:   
163.             xPos = 400;   
164.             yPos = 600;   
165.             break;   
166.         case 6:   
167.             xPos = 400;   
168.             yPos = 500;   
169.             break;   
170.         case 7:   
171.             xPos = 500;   
172.             yPos = 500;   
173.             break;   
174.         case 8:   
175.             xPos = 600;   
176.             yPos = 500;   
177.             break;   
178.         case 9:   
179.             xPos = 700;   
180.             yPos = 500;   
181.             break;   
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182.         case 10:   
183.             xPos = 700;   
184.             yPos = 600;   
185.             break;   
186.         case 11:   
187.             xPos = 700;   
188.             yPos = 700;   
189.             break;   
190.         case 12:   
191.             xPos = 800;   
192.             yPos = 700;   
193.             break;   
194.         case 13:   
195.             xPos = 800;   
196.             yPos = 600;   
197.             break;   
198.         case 14:   
199.             xPos = 800;   
200.             yPos = 500;   
201.             break;   
202.         case 15:   
203.             xPos = 800;   
204.             yPos = 400;   
205.             break;   
206.         case 16:   
207.             xPos = 700;   
208.             yPos = 400;   
209.             break;   
210.         case 17:   
211.             xPos = 600;   
212.             yPos = 400;   
213.             break;   
214.         case 18:   
215.             xPos = 500;   
216.             yPos = 400;   
217.             break;   
218.         case 19:   
219.             xPos = 400;   
220.             yPos = 400;   
221.             break;   
222.         case 20:   
223.             xPos = 400;   
224.             yPos = 300;   
225.             break;   
226.         case 21:   
227.             xPos = 400;   

228.             yPos = 200;   
229.             break;   
230.         case 22:   
231.             xPos = 400;   
232.             yPos = 100;   
233.             break;   
234.         case 23:   
235.             xPos = 300;   
236.             yPos = 100;   
237.             break;   
238.         case 24:   
239.             xPos = 200;   
240.             yPos = 100;   
241.             break;   
242.         case 25:   
243.             xPos = 100;   
244.             yPos = 100;   
245.             break;   
246.         case 26:   
247.             xPos = 100;   
248.             yPos = 200;   
249.             break;   
250.         case 27:   
251.             xPos = 200;   
252.             yPos = 200;   
253.             break;   
254.         case 28:   
255.             xPos = 300;   
256.             yPos = 200;   
257.             break;   
258.         case 29:   
259.             xPos = 300;   
260.             yPos = 300;   
261.             break;   
262.         case 30:   
263.             xPos = 300;   
264.             yPos = 400;   
265.             break;   
266.         case 40:   
267.             temp = 1;   
268.             break;   
269.         case 41:   
270.             temp = 2;   
271.             break;   
272.         case 42:   
273.             temp = 3;   
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274.             break;   
275.         case 43:   
276.             temp = 4;   
277.             break;   
278.         case 44:   
279.             temp = 5;   
280.             break;   
281.         case 45:   
282.             temp = 6;   
283.             break;   
284.         case 46:   
285.             temp = 7;   
286.             break;   
287.         case 200:   
288.             security = 200;   
289.             break;   
290.         case 201:   
291.             security = 201;   
292.             break;   
293.         default:   
294.             destination = x;   
295.             break;   
296.     }   
297. }   
298. void printInfo() {   
299.     font = createFont("Georgia", 30);   
300.     textFont(font);   
301.     if (destination == 0) {   
302.         fill(255, 255, 255);   
303.         text("Arrived to destination", 1060, 560);   
304.     } else {   
305.         fill(255, 255, 255);   
306.         text("Going to location:", 1060, 560);   
307.         text(destination - 100, 1300, 560);   
308.     }   
309.     if (security == 200) {   
310.         fill(255, 0, 0);   
311.         text("Security Problem", 1060, 600);   
312.     } else {   
313.         fill(25, 25, 25);   
314.         text("Security Problem", 1060, 600);   
315.     }   
316.     if (temp == 6 || temp == 7) {   
317.         fill(255, 0, 0);   
318.         text("Critical Temperature", 1060, 640);   
319.     } else {   

320.         fill(25, 25, 25);   
321.         text("Critical Temperature", 1060, 640);   
322.     }   
323. }   

 


